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摘　要: 信息系统在进行知识的挖掘和管理时, 需要处理各种形式的数据, 流数据便是其中之一. 流数据具有数

据规模大、产生速度快且蕴含的知识具有较强时效性等特点, 因而发展支持实时处理应用的流计算技术对于

信息系统的知识管理十分重要. 流计算系统可以追溯到 29世纪 90年代, 至今已经经历了长足的发展. 然而, 当
前多样化的知识管理需求和新一代的硬件架构为流计算系统带来了全新的挑战和机遇, 催生出了一系列流计

算领域的技术研究. 首先介绍流计算系统的基本需求以及发展脉络, 再按照编程接口、执行计划、资源调度和

故障容错 4个层次分别分析流计算系统领域的相关技术; 最后, 展望流计算技术在未来可能的研究方向和发展

趋势.
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Abstract:  In  order  to  perform  knowledge  mining  and  management,  information  systems  need  to  process  various  forms  of  data,  including
stream  data.  Stream  data  have  the  characteristics  of  large  data  scale,  fast  generation  speed,  and  strong  timeliness  of  the  knowledge
contained  in  them.  Therefore,  it  is  very  important  for  knowledge  management  of  information  systems  to  develop  stream  processing
technology  that  supports  real-time  stream  processing  applications.  Stream  processing  systems  (SPSs)  can  be  traced  back  to  the  1990s,  and
they  have  undergone  significant  development  since  then.  However,  current  diverse  knowledge  management  needs  and  the  new  generation
of  hardware  architectures  have  brought  new  challenges  and  opportunities  for  SPSs,  and  a  series  of  technical  research  on  stream  processing
ensues.  This  study  introduces  the  basic  requirements  and  development  history  of  SPSs  and  then  analyzes  relevant  technologies  in  the  SPS
field  in  terms  of  four  aspects:  programming  interface,  execution  plan,  resource  scheduling,  and  fault  tolerance.  Finally,  this  study  predicts
the research directions and development trends of stream processing technology in the future.
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流数据是指由多个数据源持续生成的数据, 其单条数据的大小一般较小, 但可能同时产生大量数据. 典型

的流数据包括传感器数据、日志文件、网购数据、行为记录数据等. 由于流数据通常包含宝贵的知识, 开发者

通常希望编写程序以挖掘并处理流数据, 从中获取需要的信息 [1,2]. 然而, 流数据包含的知识具有较强的时效性,
如果不能对流数据进行及时处理, 这些知识的价值可能会严重折损 [3]. 例如, 在金融交易中产生的流数据包含

的最新成交价格, 及时获取这些价格的波动有助于自动交易软件做出正确的决策 [4]. 然而, 如果信息系统不能

及时处理流数据, 那么其获取到的成交价格就会过时, 导致这些知识无法帮助自动交易软件做出正确决策, 造
成知识的价值贬值. 将流计算系统应用于流数据的处理可以以较低延迟处理源源不断产生的数据, 并从中及时

获取有价值的信息.
流计算系统漫长的发展过程衍生出多种多样的流计算技术, 其发展历史及其对应的关键技术如图 1所示. 最

早的流计算系统可以追溯到 20世纪 90年代. 通过对数据库执行引擎和数据库查询语言的拓展, Tapestry[5]成为第

1个支持流数据处理的系统. 此后, 诸如 GigaScope[6]、Aurora[7]、Borealis等系统都通过拓展数据库执行引擎或数

据库查询语言的方式实现了对流计算的支持. 上述系统可以看作第 1代流计算系统, 其主要技术特点为实现了处

理流数据所必需的功能, 如窗口聚合、时间语义等. 第 2代流计算系统源于MapReduce[8]后出现的大数据处理系

统发展浪潮. 这期间出现了诸如 Storm[9]和 Spark Streaming[10]等流计算系统. 这些系统借鉴MapReduce中并行化

处理思想, 通过横向拓展, 即向流计算系统中引入更多节点, 提升流计算系统的处理能力以应对规模不断增长的流

数据 [11]. 截至今天, 新一代流计算系统的发展出现了两个不同的方向. 第 1 类是以 Flink[12]为代表的, 采用基于

JVM的执行引擎, 拥有良好可拓展性的流计算系统. 这类系统在保持了可拓展性的基础上改进了编程模型以支持

更加丰富的语义表达, 使开发者可以灵活处理乱序数据等问题. 同时, 这类系统设计或优化了故障容错机制, 从而

提升了系统在分布式流计算场景中的容错性能. 由于具有完善的功能支持和丰富的第三方库, 这一类系统在如今

的学术界和工业界得到了广泛的应用. 另一类是以 StreamBox[13]为代表的高性能流计算系统. 一些研究人员注意

到 JVM不能有效利用硬件资源, 限制了可拓展流计算系统的性能, 因而采用 C++等语言实现了一类高性能流计算

系统. 这类系统通过对硬件资源的充分利用, 大幅提升流计算系统的处理能力, 从而在单机情况下取得了远超

Flink、Storm等系统的性能.
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图 1　流计算关键技术发展历史
 

本文第 1节从一个典型的流计算应用——广告投放应用开始, 举例说明流计算应用从流数据中获取有价值的

信息的过程, 并分析在此过程中面临的挑战, 并据此将流计算系统中的应用技术分层. 在第 2–5 节中, 本文将关注

现有的研究工作, 分别从编程语义、执行计划、资源调度和故障容错 4 个层面具体介绍流计算系统. 本文在第 6
节中讨论流计算系统的发展方向和未来趋势, 并在第 7节总结全文.
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 1   流计算技术概述

 1.1   研究挑战

流计算系统的开发需要考虑各个方面的设计问题, 例如系统架构、开发接口、数据组织和底层硬件等. 尽管

这些问题本身相对独立, 它们的共同目的都是为了解决流计算带来的挑战. 为了解决流计算应用工作流程中存在

的挑战, 研究人员和开发人员针对流计算相关的各类技术进行了改进和创新, 并将之应用到流计算系统中. 这些技

术不仅使得流计算应用能够适应于流数据的处理方式, 还能够提升流计算应用的性能. 因此, 本节将从流计算应用

的工作流程出发, 以流计算应用中常见的广告投放应用为例, 简要介绍流计算应用的需求和挑战.
在编程接口方面, 如何利用编程接口降低管理流数据的复杂程度. 如图 2所示, 开发者需要利用流计算系统提

供的编程接口表达他们的应用逻辑. 应用逻辑中必须包含对流数据独特性质的处理方法. 例如, 广告投放应用需要

能够生成并识别广告点击事件的发生时间, 才能够对其进行正确处理; 在对广告点击事件进行聚合的过程中, 需要

定义窗口才能对持续产生的数据进行聚合; 由多个终端产生的点击事件进入系统的顺序可能会和它们的产生顺序

不同, 流计算应用需要识别这些乱序数据的处理进度来完成窗口聚合操作. 虽然开发者可以在他们的应用逻辑中

加入对以上功能的支持, 但这会导致开发流计算应用的复杂程度增加. 另一方面, 这种方式增加了流数据的管理和

应用逻辑代码之间的耦合, 加大了故障或错误的可能性, 损害了系统的稳健性. 因此, 流计算系统需要在编程接口

中提供流数据的管理功能, 避免开发者在应用逻辑中进行流数据管理, 减少其带来的编程复杂度和可能的故障.
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图 2　流计算广告投放应用
 

在执行计划方面, 如何生成适用于流计算场景的高效执行计划. 如图 2所示, 在开发者将他们编写的流计算程

序提交之后, 流计算系统负责根据只包含处理逻辑的程序生成执行计划, 从而使得流计算应用可以运行在各种硬

件环境中. 在静态的计划生成过程中, 流计算系统需要从候选执行计划中选择效率最优的执行计划, 由于执行计划

的可选空间巨大, 这一过程通常十分困难. 另一方面, 当流计算应用的输入数据发生动态变化时, 最优的执行计划

也可能随之改变. 因此, 流计算系统需要自适应调整执行计划, 来保证在面对不同的输入数据时流计算应用始终保

持高效.
在资源调度方面, 如何提供资源节省和延迟敏感的资源调度. 在生成执行计划之后, 流计算系统需要为执行计

划中的任务分配资源, 以保证流计算任务的正常运行. 相比于传统资源调度框架, 流计算应用的特性产生了新的资

源调度需求. 一方面, 由于流计算应用中各个算子的计算负载各不相同, 因此也产生了不同的资源需求. 传统的以
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作业为单位的调度框架会产生大量的资源浪费, 因此流计算系统的资源调度应更精确地分配资源, 从而降低资源

浪费. 另一方面, 流计算应用相较批处理应用而言通常对于延迟更为敏感, 而传统的以提高吞吐量为目标的策略不

仅无法通过资源调度降低延迟, 还有可能在资源调度过程中增加延迟, 导致违反流计算应用的延迟约束. 因此流计

算系统应当实现延迟敏感的资源调度, 从而使资源调度能够降低流计算应用的延迟.

在故障容错方面, 如何在保证正常运行性能的情况下加速故障恢复. 由于软件崩溃或硬件故障等原因, 流计算

系统在运行过程中可能遭遇故障, 这些故障在分布式或异构环境中往往更为频繁. 流计算系统需要提供故障容错

机制在遭遇故障后恢复流计算应用的运行. 然而, 实现适用于流计算系统的故障容错机制需要面对两点挑战: 第

一, 流计算系统对延迟更为敏感, 因此需要快速地对遭遇故障的流计算任务进行恢复. 第二, 流计算系统存在有状

态算子, 因此需要正确恢复状态至故障发生前, 否则可能会导致计算结果错误. 为了加速流计算系统的故障恢复过

程, 通常需要在系统正常运行时采用容错技术. 但这些容错技术在系统正常运行时产生了额外开销, 降低了系统的

正常运行性能. 因此, 流计算系统应当在减少对正常运行性能影响的前提下, 加速故障恢复过程, 并保证状态的一

致性.

 1.2   相关技术分类

为了解决上述流计算应用在各个方面带来的挑战, 从业者和研究人员提出了一系列关键技术. 因此, 依据前述

流计算应用面对主要挑战的类别, 本节将流计算系统的相关技术分层归纳为了 4 部分, 即编程接口、执行计划、

资源调度和故障容错, 分类情况如图 3所示.
  

支持实时处理应用的流计算关键技术

编程接口
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窗口操作 乱序处理

图 3　流计算应用相关技术分类
 

 1.2.1    编程接口

流计算系统在 3个方面提供了适用于流数据处理的编程接口. 首先, 流计算系统在编程接口中提供了时间

语义的支持. 早期的时间语义接口通常将时间作为某条数据的一个属性, 在数据产生或进入系统时进行标注.

目前主流的时间语义接口则通过划分事件时间、摄入时间和处理时间, 允许开发者在不同情境下使用多样化

的时间语义. 其次, 流计算系统在编程接口中提供了窗口聚合的支持. 早期的流计算系统用系统内置的窗口代

替用户手动实现的窗口, 减少了应用窗口操作的复杂度. 目前的主流系统则丰富了支持的窗口种类, 允许开发

者利用编程接口表达丰富的窗口语义. 最后, 流计算系统在编程接口中提供了乱序处理的支持. 早期部分系统

采用缓冲区将乱序数据转化为有序数据. 目前更多系统采用基于标点的乱序处理方法, 增加了开发者处理乱序

数据时的灵活性.

 1.2.2    执行计划

流计算系统在生成和调整执行计划的过程中, 主要采用了两个方面的技术进行优化. 一方面, 在输入数据特征

基本保持静态的情况下, 流计算应用的执行计划可以保持不变. 此时流计算系统需要对执行计划中计算开销较大
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的窗口聚合操作进行优化. 流计算系统应用预聚合、近似计算、溢写内存数据等技术, 优化了窗口聚合操作的内

存占用和触发延迟. 另一方面, 在输入数据特征动态改变的情况下, 流计算系统需要自适应调整执行计划来保证执

行效率. 在这种情况下, 流计算系统需要应用动态数据分区来应对输入数据键分布的变化, 并通过动态计划更新来

应对输入数据其他统计特征的变化.
 1.2.3    资源调度

为了实现资源节省和延迟敏感的资源调度, 流计算系统可以从两方面优化了资源调度过程. 1)改进资源监控

过程. 流计算系统用细粒度的资源监控方式可以更精确地识别流计算系统中的资源不足或浪费, 而延迟敏感的资

源监控方式可以更及时地识别流计算系统中资源不足带来的延迟上升, 因而改进资源提供过程可以更准确并及时

地触发资源调度过程. 2)改进资源提供过程. 对于增加节点的资源提供方法, 流计算系统通过为指定任务分配节点

的方式减少资源浪费, 并通过预先加入节点池的方式减少提供过程的延迟. 为了更精确和更及时的资源提供, 流计

算系统还可以采用向节点内增加资源或调整线程优先级的方式进行资源提供.
 1.2.4    故障容错

故障容错技术主要包含任务恢复和状态备份恢复两部分. 任务恢复主要考虑运行时容错和故障时恢复两个方

面, 可选的技术包括主动容错、被动容错和部分被动容错等, 其中被动容错对正常运行时性能影响最小, 主动容错

则达到了最快的恢复时间, 部分被动容错则中和了二者的优缺点. 状态备份恢复则分为检查点的备份粒度和检查

点的备份位置两方面. 相比于局部独立的检查点, 全局统一的检查点可以提升一致性保证, 但牺牲了备份和恢复的

速度. 检查点可以选择集群外部或集群内部; 前者有着更好的一致性保障, 而后者因为避免了跨集群网络通讯开销

而实现了更优的性能.

 2   编程语义

开发者通常通过流计算系统提供的编程接口编写流计算应用程序. 由于流数据独特的特征, 流计算系统需要

提供一些特殊的编程语义, 以方便开发者对流数据进行处理. 流数据为流计算系统在编程语义方面带来了 3点挑

战: 1)流数据的产生和处理时间和其含义密切相关. 因此, 流计算系统需要提供时间语义的支持, 以供开发者对产

生或处理时间不同的流数据进行多样化的操作. 2)流数据具有无界性, 即流数据始终处于持续变更、连续追加的

状态, 因此其数据的范围没有边界, 开发者因而无法直接对其应用静态数据的聚合操作. 流计算系统需要提供窗口

语义, 使得开发者可以根据条件对部分流数据进行处理. 3)流数据在生产环境中通常是乱序的, 即其产生的顺序和

到达流计算系统的顺序并不完全相同. 这使得流计算系统难以确认数据的完整性, 为窗口聚合等操作带来了额外

的困难. 因此流计算系统应当提供完整性语义, 方便开发者确认所需的数据是否已经完全到达, 从而做出相应的响

应. 本节将从时间语义、窗口操作和乱序处理 3个方面, 介绍流计算系统如何提供编程语义, 以供开发者开发针对

流数据的高效应用.

 2.1   时间语义

由于流数据是在一段时间内连续产生的, 因此其对应的时间往往具有重要意义; 同时流计算系统也需要依据

当前的系统时间来对流数据进行合适的处理. 因此, 支持时间语义是流计算系统的基本功能之一.
早期的流计算系统通过在流数据中加入时间戳字段时间语义的相关处理. 例如, Tapestry[5]作为一个拓展关系

型数据库来实现的早期流计算系统 ,  通过为所有表加入了一列时间戳属性来实现了对于时间语义的支持 .
Tapestry在流数据进入系统时按照系统时间为其生成时间戳, 因此这个时间戳反映的是系统获取到该条数据的时

间, 即摄入时间; 同时, Tapestry允许用户通过调用操作系统接口的方式获取当前的处理时间. Aurora[7]同样为每条

流数据增加了一个时间戳字段, 并在系统获取到数据时为其分配当前的时间戳; 更进一步, Aurora将流数据的时间

戳向流计算系统下游传递, 使得流计算系统所有算子都可以正确获取该条数据进入系统的时间. GigaScope[6]注意

到了流计算任务中数据生成时间, 即事件时间的重要性, 因而在系统中提供了对于事件时间的支持. 向流数据中加

入时间戳的解决方案可以在一定程度上满足流计算应用关于时间语义的需求. 但由于时间戳的生成和处理仍依赖
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于开发者的手动管理, 这种方式增加了开发者的开发成本. 同时, 这种方式也增加了开发过程中人为失误对系统造

成的影响, 降低了流计算系统的稳健性.
现代的流计算系统基本沿袭了这些时间语义的支持. Google提出的 Dataflow流计算处理模型 [14], 进一步规范

了事件时间和处理时间的使用, 其中事件时间被用于决定数据的处理方式, 而处理时间则被用于决定计算的触发

时机. 当下得到广泛运用的流计算系统 Flink则明确区分了 3种时间语义, 即事件时间、摄入时间和处理时间. 除
了事件时间在输入系统前就需要被定义外, Flink系统会自动为每一条数据分配摄入时间和处理时间, 开发者可以

灵活地运用这些时间语义以表达其需要的计算逻辑.

 2.2   窗口操作

由于流数据是持续生成并进入流计算系统中的, 因而流数据具有一个重要的特性: 无界性. 也就是说, 理论上

流数据是没有边界的, 会源源不断地进入流计算系统. 所以流计算系统无法对流数据直接应用静态数据的聚合操

作, 这是由于流计算系统无法等到所有数据都进入系统后再进行聚合. 因此, 流计算系统需要一种语义对满足某些

条件的数据进行聚合操作, 即窗口语义. 流计算系统提供的窗口语义允许开发者将流数据按照其事件时间、处理

时间等特征分配到不同的窗口中, 并对同一个窗口内的流数据应用聚合操作; 窗口语义是流计算系统表达处理无

界数据方式的关键语义, 也是流计算系统内最重要和最频繁的语义之一.
早期的基于关系型数据库实现的流计算系统 [5]并未显式地提供窗口语义. 例如在 Tapestry[5]中 , 用户需要通过

在 SQL语句中加入关于时间的筛选条件来实现类似窗口的语义. 一方面, 这样的方式将实现窗口语义的工作交给

了开发者, 从而加大了开发者编写程序的复杂度, 增加了潜在的错误和故障风险, 降低了应用的稳健型; 另一方面,
流计算系统无法区分用户在 SQL语句中加入的时间筛选条件, 从而使系统丧失了为窗口操作进行特殊优化的可

能性, 降低了流计算应用的性能 (例如, 流计算系统在触发窗口计算时需要扫描整张表以筛选出时间符合条件的

数据).
为解决开发者手动实现窗口语义带来的问题, 一些流计算系统开始提供由流计算系统实现的窗口操作接口.

例如, Aurora[7]提供了窗口聚合的接口, 开发者可以借助该接口, 以指定窗口间隔和窗口长度, 对流数据应用自定义

的聚合函数. 斯坦福大学的 Arasu等人在其实现的流计算系统 STREAM[15]及流计算语言 CQL[16]中进一步拓展了

窗口聚合的语义. 除去基于时间的窗口, CQL还支持基于元组的窗口和基于值的窗口; CQL允许用户可以通过拓

展窗口定义来使用时间戳、元组序号或其他值来划分窗口, 使用户可以表达其丰富的流计算语义. 虽然上述工作

通过提供内置的窗口操作简化了开发者实现窗口的过程, 并有助于流计算系统对其的优化, 但却牺牲了编程语义

的丰富灵活. 一方面, 上述工作对窗口类型的支持不足, 尚未支持会话窗口等语义. 另一方面, 上述工作对非对齐窗

口的支持不足. 由于一个窗口的长度和间隔是确定的, 具有不同键的数据必须先被分配同一个窗口中, 再按键进行

处理. 然而实际场景中, 具有不同键的数据对窗口起始时间、长度和间隔等可能存在不同需求, 上述的流计算系统

内置的窗口操作并不能为这种场景提供支持.
目前流行的流计算系统针对上述窗口语义的问题, 主要进行了两点改进. 以现代流计算系统广为采用的

Dataflow编程模型 [14]为例: 首先, Dataflow编程模型全面定义了流计算系统中可能用到的基础窗口. 依据数据时间

与窗口划分的关系, Dataflow模型将流计算系统中的窗口操作分为了 3种类型: 与数据时间戳无关的窗口, 即固定

窗口; 与本条数据时间戳相关的窗口, 即滑动窗口; 与本条以及前一条数据的时间戳有关的窗口, 即会话窗口. 会话

窗口的引入进一步提升了流计算系统中窗口语义表达的丰富性. 其次, 通过分配-合并的方法, Dataflow模型很好

地支持了非对齐的窗口. 图 4是一个非对齐窗口中的典型例子: 会话窗口, 其过期时间为 2个单位. 该窗口中有两

个键 a和 b, 需要分别进行聚合, 会话窗口. 流计算系统首先将每条数据都分配到一个过期时间为 2个单位的窗口

中. 之后, 开发者指定一个合并逻辑对这些窗口进行合并. 由于需要对两个键分别聚合, 因此只对时间有重叠且键

相同的窗口进行合并. 最后的结果是 a1、a2被合并到一个窗口中, 而 b1和 a3则在单独的窗口中, 实现了非对齐

的会话窗口的处理. 通过这种分配-合并的方法, Dataflow模型允许开发者按照需求开发非对齐的窗口, 提高了窗

口编程的灵活程度和表达范围. 
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图 4　非对齐窗口的处理
 

 2.3   乱序处理

流数据在进入流计算系统前和进入流计算系统后往往需要进行网络传输, 这为流数据带来了传输延迟和丢失

风险. 因此, 流计算系统通常需要处理数据乱序到达的情况. 也就是说, 流数据产生的顺序可能与其到达流计算系

统时不同, 其到达流计算系统的顺序也有可能与其被某个算子处理的顺序不同. 乱序到达为流计算系统带来的主

要挑战是为开发者编写应用程序带来额外的困难. 具体来说, 由于在输入数据乱序条件下无法预知应用运行时的

情况, 如流数据到达的顺序、窗口包含的数据是否全部到达等, 开发者需要在编写流计算应用逻辑时手动处理乱

序输入. 这不仅加大了流计算应用的开发复杂度, 也会使应用逻辑和乱序处理逻辑高度耦合, 不利于代码的复用.
因此, 流计算系统需要为开发者提供一套支持乱序处理的编程接口, 使得开发者在不大量改动应用逻辑的前提下

就可以对乱序的输入数据进行处理.
早期的流计算系统主要使用基于缓冲区的有序化技术来处理乱序数据, 其中的代表就是 STREAM系统 [15,16].

STREAM的编程接口要求开发者指定一个用于数据有序化的缓冲区大小. 在数据进入系统前, 会先进入这个指定

大小的缓冲区并进行排序, 经过排序后的数据视为有序数据, 由流计算系统处理. Aurora[7]也采用了相似的缓冲区

技术, 但开发者可以为不同的算子指定不同的缓冲区策略, 例如是否使用缓冲区和缓冲区的大小等. 在采用了缓冲

区技术的流计算系统中, 开发者只需要指定缓冲区的大小, 这使得开发者不必调整应用的处理逻辑就可以对乱序

数据进行处理, 降低了开发支持乱序处理的流计算应用的复杂程度. 但是, 基于缓冲区的有序化技术存在两个不可

避免的问题. 1) 开发者难以准确设置缓冲区的大小. 缓冲区过小会导致乱序数据得不到有效处理, 而过大缓冲区会

带来更大延迟, 因而开发者需要反复调试以找到合适的缓冲区大小. 考虑到流数据的性质不可预知且频繁变化, 确
定最优的缓冲区大小极为困难. 2)缓冲区无法在不影响下游算子的情况下进行乱序处理, 使得开发者难以为不同

算子配置不同的乱序处理方法. 例如, 一个流计算应用中的窗口操作算子需要输入数据保持有序性; 但该窗口算子

的下游可能存在一个日志记录的算子, 该算子不要求输入数据的有序性, 但需要实时输出日志记录. 采用缓冲区方

法的流计算系统在满足了窗口操作算子的数据有序性要求的同时, 将会为日志记录算子带来不可避免的延迟, 无
法满足开发者兼顾二者特性的需求.

为了解决以上两点问题, 流计算系统广泛采用了基于标点的乱序处理方式. 基于标点的乱序处理方式通过系

统生成的标点来指示流数据到达的进度. 开发者可以在应用中识别这些标点, 并根据其中的信息和应用需求作出

相应的处理. 其中应用的最为广泛的是由 Google提出的 Dataflow模型 [14]. Dataflow模型通过水位线来标识数据

的最晚到达期限, 它标识着流计算系统认为事件时间在某个时刻以前的输入数据已经全部到达. 用户因而可以利

用水位线对流计算任务中的无序输入数据进行处理. 例如, 用户既可以在延迟需求较高的场景下选择提前触发窗

口聚合计算, 来降低流计算任务的延迟, 也可以等到某个时刻的水位线抵达时再触发窗口聚合计算, 以最大化结果

的准确性; 或是多次触发窗口计算, 在实时输出的情况下, 保证了最终结果的准确性. 并且在一个算子触发计算以

前, 数据就可以向下游流动, 避免了下游算子受上游算子乱序处理的影响产生以基础. 除此之外, 由于 Dataflow模

型的水位线只是系统对输入数据抵达情况的推测, 因此可能出现迟到数据违反水位线约束的情况出现. Dataflow
模型允许开发者单独配置对迟到数据的处理方式, 通过撤回结果、修正结果或丢弃迟到数据的方式处理这种情

436  软件学报  2024年第 35卷第 1期



况, 使得开发者拥有了灵活处理乱序输入的能力.

 2.4   小　结

本节介绍了流计算系统中的编程接口, 根据流计算系统对编程语义的需求将其分为 3类: 时间语义、窗口操

作和无序处理. 表 1比较了不同实现方式在易用性、表达力、高效性等方面的优劣.
  

表 1    编程语义技术总结 
类型 实现方式 易用性 表达力 高效性

时间语义
用户定义 × √ －

系统定义 √ √ －

窗口语义

手动实现 × √ √
系统提供 √ × ×
分配-合并 √ √ √

乱序处理
基于缓冲区 √ × ×
基于标点 √ √ √

 

流计算系统中时间语义的演变方向是由单一的、用户定义的发展为多样化的、系统提供的时间语义. 这种变

化为流计算应用的开发者带来了两个好处: 1)开发者拥有了更丰富的时间语义接口, 从而可以在时间语义方面实

现更复杂的处理逻辑, 以应对更多样的应用场景; 2)开发者可以使用由系统提供的时间语义编程接口, 由系统代替

开发者实现时间语义的相关功能和处理逻辑, 从而降低了流计算应用在时间语义方面的开发难度, 提高了流计算

系统编程接口的易用性和流计算应用的稳健性.
流计算系统中窗口操作编程接口的主要目的则是实现易用性、表达力和高效性的平衡. 早期的流计算系统通

常需要开发者自己定义并实现窗口, 这种方式要求开发者实现复杂繁琐的窗口逻辑, 降低了流计算编程接口的易

用性. 后来的流计算系统提供了由系统实现的窗口操作接口, 降低了开发者的编程难度. 但是, 直接使用系统内置

的窗口也可能会限制开发者在编程程序时的表达能力, 降低流计算应用的性能. 针对这些问题, Dataflow模型提出

了可组合的窗口操作: 通过将数据分配给指定窗口, 再进行合并的方式, Dataflow模型允许用户自由选择各种语义

和实现方式的窗口, 并通过组合这些窗口实现表达力丰富并具备良好性能的窗口语义.
而在无序处理方面, 流计算系统的主要目标则是为用户提供一个易用且灵活的乱序处理机制, 以满足各种应

用的需求. 最早的流计算系统只支持处理有序数据, 开发者需要手动对乱序情况做出处理, 增加了开发流计算应用

的复杂程度. 因而一些流计算系统采取了缓冲区来应对无序数据. 但缓冲区不仅需要开发者确定合适的缓冲区大

小来以提升性能, 同时也无法满足流计算系统中不同应用、不同算子对乱序数据不同的处理要求. 基于标点的乱

序处理方法则解决了这两个问题. 开发者可以根据需求为不同的应用或算子设定不同的乱序处理方式, 从而降低

性能开销, 并实现对乱序数据的灵活处理.

 3   执行计划

开发者提交到流计算系统中的应用程序通常只包括流计算的逻辑语义, 并不包括具体的运行细节. 由于流计

算应用通常运行在各种复杂的底层硬件环境中, 包括单台个人计算机、分布式集群、高性能计算设备或云环境

等. 因此, 流计算系统需要根据开发者提交的程序, 结合系统运行的具体硬件情况, 确定适宜的算子间的拓扑结构、

算子的并行度、算子的实现细节等信息, 以生成具体的执行计划. 一个应用程序往往对应很多不同的执行计划, 而
如果流计算系统采用了低效的执行计划, 就会导致资源利用不足, 流计算应用性能降低等情况. 因此, 流计算系统

需要在众多的可能中生成一个效率较高的执行计划, 从而提高流计算应用的性能.
用于批处理的大规模数据处理系统也需要为应用程序生成执行计划. 例如, SparkSQL[17]可以根据用户提交的

查询确定物理算子, 从而生成一个适宜于分布式环境中运行的执行计划. 但是由于流数据和流计算应用的特殊性,
流计算系统在生成执行计划时通常还面临着以下问题:

1)窗口操作是流计算中最重要的语义之一: 一方面, 窗口操作在流计算应用中十分普遍, 流计算应用中许多从
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时间中提取信息的语义都需要用到窗口操作; 另一方面, 窗口操作需要在触发时处理大量数据, 带来了较大的计算

负载和显著的延迟. 这为流计算系统在如何提供窗口操作的具体实现上带来了挑战, 因为简单的窗口实现可能会

导致内存占用上升、服务延迟增加和计算冗余等问题. 流计算系统需要针对不同的窗口语义和数据特征实现高效

的窗口操作, 从而提升流计算应用的整体性能.
2)由于流数据实时生成、实时到达和实时处理的特点, 流计算系统无法预知整体或未来一段时间内输入数据

的特征. 而流计算系统通常面临高度变化的输入数据, 为流计算系统的执行计划生成带来了挑战. 这主要体现在两

个方面: 首先, 流计算系统面临的输入数据的分布是不断变化的, 不论是键的分布还是时间戳的分布, 都可能会导

致流计算系统在分区时产生数据倾斜, 从而造成同一个算子的多个并行实例之间的计算负载不均, 导致流计算系

统资源利用率降低和整体性能的下降. 另一方面, 流计算面临的输入数据特征也处于高度变化之中, 导致流计算应

用中某些算子的统计信息发生变化; 例如输入数据值的分布改变, 可能造成流计算应用中算子的选择率大大变化,
为执行计划的代价估计造成了严重的困难. 因此, 流计算系统应当生成可以应对动态负载的执行计划, 以在运行过

程中根据负载和硬件相关情况对执行计划进行自适应调整.

 3.1   窗口聚合优化

窗口操作是流计算应用中较为常见的计算操作. 朴素的窗口聚合实现通常会产生大量的内存开销和计算负

载, 这是因为窗口操作需要 1)记录所有属于该窗口的到达数据, 将它们保存在内存中, 并 2)按照编程语义在可以

触发窗口计算之后访问这些数据进行聚合运算.
在第 1步中流计算系统需要将分配到窗口的原始数据都保存在内存中, 带来了额外的内存开销. 这个额外的

内存开销与流数据的输入速率成正比; 此外, 因为流计算系统需要等待更长的时间确认窗口可以触发计算, 所以数

据的无序到达也会加剧对内存的消耗. 综上, 当流计算系统面临高速输入的无序数据时, 可能会面临内存不足的情

况, 从而造成窗口操作延迟或失效. 流计算系统需要对窗口操作的数据保存方式进行优化, 降低内存开销, 以达到

更高的吞吐量.
在第 2步中, 由于聚合运算在确认窗口可以触发计算 (即可以输出)时才开始计算, 不能有效利用等待窗口数

据到达的时间进行运算, 造成了计算负载在时间上的不均匀性. 这样的结果就是在所有数据到达窗口后仍需要较

长的计算时间, 为流计算应用中的窗口操作带来了显著的延迟. 因此, 流计算系统需要针对窗口操作的计算时机进

行优化, 避免窗口触发后进行的密集计算为流计算应用带来的显著延迟.
 3.1.1    降低内存开销

流计算系统可以采取两种方式来降低窗口计算过程中的内存开销: 一种是减少需要保存的元组数量; 另一种

是利用磁盘来缓解内存容量不足的压力. 接下来本文将分别介绍这两类技术.
第 1种技术预聚合是窗口实现中一种常见的优化技术 [18], 该技术提前对属于该窗口的部分元组进行聚合, 形

成部分聚合结果; 之后再在部分聚合结果的基础上计算最终聚合结果. 图 5是应用了预聚合技术的一个示例, 该窗

口接收输入的流数据并对他们进行求和操作. 最下面一行的方块代表窗口处理的原始数据, 方块内是该条数据的

值. 应用了预聚合技术之后, 在接收到前 3条数据时, 流计算系统就可以进行预聚合计算, 得出前 3条数据的和为

12. 由于计算最终聚合结果只需要将 3次预聚合结果相加, 因此在得到第 1个预聚合结果后, 该窗口就可以不再保

留前 3条数据, 从而减少了需要保存的元组数量, 有效降低了窗口聚合过程的内存开销.
另一种可以用来优化流计算系统窗口操作的内存占用的方式是将部分数据溢写到磁盘中. 流计算系统通过将

部分数据保存在磁盘上, 从而减少了对内存的消耗. 然而, 向磁盘存取数据的过程通常显著慢于向内存存取数据的

过程, 这可能为流计算系统带来不可忽视的延迟. 因此, 流计算系统在应用溢写磁盘技术时, 需要精心设计一套数

据存取策略来规定向磁盘溢写数据的方式, 从而最小化读写磁盘为流计算应用带来的性能恶化. Photon[19]是一个

被设计用于大规模数据处理的流计算系统; Photon为了支持长时间的窗口 join操作, 引入了磁盘来存储需要被暂

时保存的元组. Photon观察到了大部分数据都是在到达后短时间内被访问的现象, 因而设计了一个层级的数据存

储结构: 到达的数据先被保存到内存中, 其中大部分将会在短时间内被访问并丢弃; 部分未被访问的数据会被溢写

到磁盘上以降低内存开销, 同时系统在内存中建立了一个索引以快速访问这部分数据. Railgun[20]为了实现大规模
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窗口低延迟的准确计算, 设计了一个名为事件仓库的数据结构来保存窗口中的元组. Railgun的事件仓库通过将窗

口中的大多数元组溢写到磁盘上来减少对内存的占用, 并应用了两个优化技术来提高系统访问磁盘上元组的效

率. 首先, Railgun在向磁盘溢写数据前, 会先将时间戳相近的多条元组合并为一个块, 通过读写块代替读写单条数

据, 降低了磁盘访问 IO次数, 减轻了磁盘访问代价对窗口性能带来的影响. 其次, Railgun基于窗口中的数据通常

是按照时间戳顺序被消耗的观察, 将多个块有序排列, 并在读取时利用操作系统的缓存机制预先读取相邻的块. 由
于这些块在时间戳上的相近, 他们很可能在接下来被流计算系统从缓存中读取, 从而大大减少了流计算系统等待

磁盘 IO带来的性能恶化.
  

31 最终聚合结果

预聚合结果

原始数据

12 10 9

162541723

图 5　预聚合示意图
 

 3.1.2    降低触发延迟

在流计算系统中有两种优化技术可用于降低窗口的触发延迟. 首先, 预聚合技术可以在窗口数据未完全到达

时, 利用这部分不完全的数据计算部分聚合结果, 再基于部分聚合结果计算最终聚合结果, 即在窗口到期之前分摊

一部分计算量以减少窗口到期后窗口计算带来的延迟. 同样以图 5中的窗口求和为例; 如果不应用预聚合技术, 该
窗口需要等到最后一条数据到达后才开始计算, 即在窗口触发后需要进行 8次求和操作. 但在应用了预聚合技术

后, 在窗口触发前, 前 6条数据已经通过预聚合计算得到了两个预聚合结果; 因此窗口触发时只需要进行 5次求和

操作, 有效降低了窗口的触发延迟. WID[21]是一个应用了预聚合技术的窗口实现的典型例子: WID并不保存所有

的原始数据, 而是为每个窗口维护一个部分聚合结果. 当数据到达时, WID 会根据聚合函数的语义逻辑更新其对

应的一个或多个聚合结果; 在窗口计算时, WID会直接输出该聚合结果, 而非利用所有原始数据开始从头计算. 通
过将聚合操作的计算从窗口结束后分摊到窗口中, WID 相比于保存所有原始数据再进行计算的方法在执行延迟

上取得了较大的改善: 相较于使用朴素缓冲区的窗口实现方式, WID最多降低了约 70%的触发延迟.
另一种用于降低流计算系统中窗口触发延迟的技术是近似计算. 由于流计算应用通常对实时计算结果的精确

度存在容忍空间, 因此很多情况下窗口计算只需要处理部分数据就可以满足流计算应用的精度要求. 因此, 流计算

系统可以在保证窗口计算结果的精度在应用可接受范围内的情况下, 跳过处理某些暂时未到达的数据的过程, 从
而提前输出窗口聚合的结果, 达到减少窗口触发延迟的目的. 流计算系统很早就存在减载技术, 即跳过处理一部分

元组以提高流计算系统的性能. Tatbul 等人在 2003 年的工作 [22]就是一个例子: 他们详细研究了如何在合适的时

机触发减载以保证系统的性能, 以及如何最小化丢弃部分元组对结果带来的影响. 虽然这些减载技术可以有效提

高系统性能, 但其对窗口聚合结果精度影响是未知的; 因此流计算系统需要一类可以保证精度的近似计算方法.
AQ-K-slack[23]是一个基于缓冲区的近似计算解决方案. 传统的缓冲区技术使用固定的缓冲区大小, 用户需要配置

合适的缓冲区大小才能实现计算精度和触发延迟的平衡, 这为用户使用缓冲区技术提出了严峻的挑战. AQ-K-slack
则将计算精度代替缓冲区大小提供给用户进行配置, 并通过计算达到该精度所需要的窗口覆盖率, 即处理的数据

占窗口中所有数据的百分比. 根据窗口覆盖率, AQ-K-slack确定一个合适的缓冲区大小, 在保证足够多的数据得到

处理后, 丢弃那些多余的迟到数据, 从而优化窗口触发延迟. SPEAr[24]则提供了基于水位线的近似计算解决方案.
SPEAr会在窗口结束之前计算一个采用部分元组计算得到的近似结果, 并估计近似结果的准确率. 在水位线到达

时, SPEAr 会验证窗口聚合结果的准确率是否满负责户需求. 如果准确率符合用户的需求, 则直接输出该近似结

果, 否则使用全部数据重新计算准确的结果. 实验结果证实, 在窗口包含的元组较多 (大于 5 000个)时, SPEAr对
窗口的触发延迟有着显著改善. 在不影响计算结果精度的情况下, SPEAr 可以减少一个数量级以上的窗口处理

时间.
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 3.2   自适应执行计划

实时到达是流数据的一个重要特征, 也是流计算系统在生成执行计划时面临的主要挑战之一. 对于批处理系

统而言, 系统通常通过随机采样等方法确定输入数据的一些统计特征, 如数据规模、稀疏度、键值分布等, 并基于

这些统计特征为某个作业选择一个最优的执行计划. 但流数据的高度动态和实时到达的特征却使得在流计算系统

中直接应用以上方法变得困难, 这主要有两方面的原因: 首先, 流计算系统无法获取在整个执行过程中输入数据的

分布, 因此流计算系统很难确定一个最优的分区方法; 这会在执行过程中造成数据分区的不均衡, 进而导致各个任

务间处理负载的不均衡, 造成系统资源浪费, 损害系统的性能. 另一方面, 由于流数据的统计特征处于高度变化之

中, 各个时刻流数据的统计特征存在较大差异, 而基于这些统计特征生成的最优执行计划也有所不同. 因此, 对于

同一个流计算应用来说, 最优的执行计划会不断变化, 而静态的执行计划无法在整个执行流程中都保持高效.
 3.2.1    动态分区方式

流数据的实时性对流计算系统提出的第 1个挑战在于, 输入数据的键分布可能会产生大的变化. 流计算系统

通常会为编程逻辑中的一个算子生成多个并行实例, 并按照输入数据的键将数据分区到其中一个并行实例进行处

理. 因此, 如果数据分区不均匀, 很容易造成各个实例的处理负载不均衡, 形成单点瓶颈, 进而降低应用的整体性

能. 批处理系统通常会在开始运行前对输入数据进行抽样分析, 获取关于键分布的统计信息, 运用这些统计信息对

数据进行分区, 来保证各个分区之间负载均衡. 但流计算系统无法在开始运行前获取关于数据的信息, 于是无法基

于抽样统计来决定数据分区. 进一步来说, 由于流数据的分布通常会随时间不断变化, 因而无法找到一个固定的分

区方式能使得整个运行过程中数据分区都保持均衡. 因此, 流计算系统在生成执行计划时, 需要采用动态的分区函

数, 根据流计算应用运行的情况不断调整分区方式, 以保证在整个运行过程中流计算应用的分区方式的高效.
根据是否要根据数据的键对数据进行分区, 流计算系统中应用的分区技术大体可以分为 3类: 1) 随机分区, 即

不考虑流数据的键, 按照其到达顺序随机分配给一个计算实例进行处理. 随机分区最大程度地保证了分区的均匀,
但由于拥有同一个键的多条数据可能会被分配到不同的计算实例中, 因此在各个计算实例处理完毕后, 还需要一

个额外的聚合过程汇总多个计算实例输出的结果. 2)按键分区, 即根据流数据的键进行分区, 通过哈希映射等方式

将拥有同一个键的数据分到同一个分区中; 由于按键分区保证了相同键的数据被同一个实例处理, 因此无需额外

的聚合过程. 3)部分按键分区, 即结合以上两种方法: 基于按键分区的方式以减少不必要的聚合过程, 在负载不均

衡的情况下将部分数据划分到其他分区来减少分区不均对性能的影响. 在分区策略设置恰当地情况下, 部分按键

分区可以结合随机分区和按键分区的优点, 最小化分区不均带来的性能影响和聚合过程的额外开销的和, 进而提

高分区的最终性能.
由于向各个计算实例发送的数据数量几乎相等, 随机分区技术可以最大程度地保证分区的均匀性, 且不受输

入数据键分布变化的影响. 虽然在理想状况下随机分区可以完全消除各个计算实例之间的负载不均衡, 但这是建

立在算子处理每一条数据的计算量相同的假设下. 实际情况中, 不同的数据可能需要大小不同的计算量. 针对这个

问题, Rivetti等人提出了 OSG (online shuffle grouping)[25]技术, 通过估计每条数据的处理时间, 来实现基于处理代

价的实时随机分区; 在不同数据处理代价有所差异的情况下, 这种基于处理代价的随机分区相较于基于数据数量

的随机分区消除了各计算实例之间的负载不均衡, 进而提高了流计算系统的整体性能. 虽然随机分区可以保证分

区的均匀性、降低分区过程的响应延迟, 但其应用场景存在一定的限制. 对于流计算应用中常见的有状态计算, 即
各个算子都维护一个和键相关的状态, 随机分区技术不可避免需要大量额外的聚合过程以汇总各个实例的计算结

果, 对流计算系统的性能造成负面影响. 因此, 随机分区技术通常只能被应用到无状态算子中.
为避免随机分区给有状态计算带来大量的聚合开销, 流计算系统通常会采用按键分区的分区方式. 但按键分

区可能会造成流计算系统分区的倾斜, 导致各个计算实例之间的负载不均衡, 损害流计算系统的整体性能. 因此按

键分区技术需要优化分区方式, 避免数据倾斜情况的出现. 按键分区最简单的实现方法是使用一个固定的哈希函

数, 计算数据键的哈希值, 并将数据映射到其中一个分区中. 基于固定哈希函数的按键分区方式因为其实现简单、

使用方便, 被广泛应用在各类流计算系统中. 但由于哈希函数对输入数据键分布的不了解, 且无法在运行过程中进

行动态调整, 因此给予固定哈希函数的按键分区方式很容易造成数据倾斜. 为解决区数据倾斜的问题, 一些流计算
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系统采用了自适应重新平衡的技术改进按键分区. Shah等人 [26]通过在流计算系统中引入一个名为 Flux的算子来

实现自适应重新平衡. Flux算子跟踪统计当前数据分区的情况, 并在分区严重失衡的情况下进行分区策略的调整.
Balkesen等人 [27]采用了类似的方法, 在使用哈希函数的同时, 跟踪统计输入数据键的频率, 根据频率调整哈希函数

以保证负载均衡. 自适应重新平衡虽然可以解决按键分区的倾斜问题, 但也带来了另一个重大开销: 在有状态计算

中, 算子通常需要为每个键维护一个状态; 如果在运行过程中要将某个键对应的数据从一个分区调整至另一个分

区, 就必须同时将与这个键相关联的状态也迁移到另一个分区对应的算子. 这个过程中不仅造成了额外的网络通

讯开销, 迁移完成前该算子还需要暂停处理, 带来了流计算服务的暂时中断和延迟上升. 要因为重新平衡带来的状

态迁移开销, Gedik等人 [28]的工作中引入了一致哈希技术来减少需要迁移的状态数量; 为了避免一致哈希在分区

数量不足时存在的负载倾斜问题, 他们设计了一种混合哈希技术, 使用一致哈希来处理数据量较大的键, 而使用统

一哈希函数来处理数据量较小的键. 混合哈希技术结合了一致哈希和固定哈希的优点, 降低了分区的负载不均和

调整分区时的迁移代价, 提高了分区过程的整体性能.
部分按键分区可以看作是按键分区的一个变种. 相较于按键分区要求属于同一个键的所有数据都被划分到一

个分区之中, 部分按键分区可以将部分键拆分到多个分区中, 分别由不同的计算实例进行处理, 减少了由于少部分

热点键带来的数据倾斜. Nasir等人 [29]针对并行度为 2的算子的数据分区问题提出了部分按键分区的技术. 他们的

方法针对数据量较多的热键进行了键拆分, 即将这些键对应的数据拆分为两部分, 并分别由两个算子处理. 之后他

们进一步将这项技术拓展到了算子并行度大于 2的多个分区场景 [30]. Katsipoulakis等人 [31]详细评估了部分按键分

区的不均衡代价和聚合代价, 并基于代价模型提出了一种新的分区算法, 实现了更好的分区效果, 以及更小的延迟

和内存开销. 他们的实验证实, 相比于朴素的分区方法, 部分按键分区在不平衡的输入负载上表现出了对延迟的显

著优化. 部分案件分区减少了 60% 以上的平均延迟以及 80% 以上的尾延迟. 部分按键分区技术降低了数据倾斜

造成的系统负载不均衡, 但同时也引入一定的聚合开销. 因此在实际应用中需要精心权衡这两者的代价才能实现

流计算应用的性能最大化.
 3.2.2    动态计划调整

不断变化的输入数据为流计算系统带来的另一个挑战在于, 流计算系统很难在应用开始运行前就生成一份在

整个应用生命周期中都保持高效的执行计划. 为了应对输入数据特征变化对于执行计划性能的影响, 流计算系统

需要依据数据的实时变化动态调整执行计划, 以改善流计算应用的性能.
然而, 流计算系统采用的连续执行模式为执行计划的动态调整带来了困难. 为了在连续执行的流计算应用中

进行执行计划的优化, 许多研究工作聚焦于如何在流计算应用运行过程中进行动态计划调整. 依据在动态计划调

整过程中, 是否存在多个版本的执行计划同时运行, 可以将动态计划调整的工作分为单版本计划调整和多版本计

划调整.
单版本计划调整是指在流计算系统的执行计划动态调整期间, 系统始终只维护并运行一个版本的执行计划.

一个直观的单版本计划调整的实现方式是重新启动: 先中止流计算服务 [32]. 这种方式不仅实现简单, 还可以保证

流计算应用运行结果的一致性. 然而, 流计算系统的动态计划调整通常只涉及小部分算子, 将整个流计算服务重启

会造成资源的浪费和流计算服务的长时间中止, 严重损害流计算应用的性能, 也不利于流计算系统根据输入数据

的实时变化频繁调整执行计划. 为了降低计划调整对流计算应用性能的影响, 后续的研究工作更多采用了算子级

别的计划调整代替整体重启. SPADE[33]使用了代码生成技术产生调整后的执行计划. 同时, SPADE将多个算子合

并为一个处理单元, 以处理单元为最小单位进行执行计划的调整. SPADE利用以上两点改进加快了动态计划调整

的过程, 但关于 SPADE的工作中并未讨论如何在计划调整过程中保证结果的一致性. Ding等人在 SQO[34]中实现

了一种名为多模态算子的机制, 即为每个算子提供多种实现方式; 系统可以在运行过程中, 根据优化执行计划的需

求, 独立地调整每一个算子实例的实现方式, 从而实现动态的计划调整. 这种方式有效降低了动态计划调整对系统

造成的性能影响, 但独立调整单个实例的实现方式可能造成流计算应用结果的不一致. 为了解决这个问题, SQO
要求每个实例和固定的数据分区一一对应, 从而提供结果的一致性保障. Grizzly[35]采用代码生成技术产生新的执

行计划, 并且使用线程来控制执行计划的切换. 每个线程都可以独立调整执行计划, 并使用线程间的通讯机制来保
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证结果的一致性. 得益于线程切换机制的高效性, Grizzly 的动态计划调整过程产生的开销微不足道, 这允许

Grizzly可以在运行过程中频繁调整执行计划. 但采用线程控制计划切换的机制在可拓展性方面存在限制, 难以应

用在基于大规模分布式集群的流计算系统中. Chi[36]采用了一种基于标点的计划调整方法, 将计划调整的信号嵌入

流计算系统的数据流中. 接收到信号的算子先等待标点到达, 以确保该历元的数据已完全被处理; 这之后算子就可

以进行计划的调整. 当信号在系统中完整流动后, 所有算子都完成了计划的调整. 这种基于信号流动进行计划调整

的方式在不造成服务中断的情况下, 保证了处理结果的一致性, 同时具有良好的可拓展性. 虽然基于信号的计划调

整可以在不重启服务的情况下保证结果的一致性, 但由于未被调整的算子仍需等待历元进行同步, 造成了不必要

的性能损失. 因此近年来一些工作致力于优化计划调整过程中同步带来的开销. 例如, Meces[37]通过一个全局的协

调器来更新在计划调整中受影响的部分算子, 这使得其他算子可以继续运行, 不必等待历元或其他同步方式, 从而

降低了计划调整产生的开销. 单版本计划调整避免了因引入多个同时运行的执行计划, 不必造成对计算资源和内

存空间的多倍占用, 适合被应用于计算和存储资源较为紧张的场景. 但单版本计划调整可能造成服务的暂时中断,
因此采用单版本计划调整技术的同时需要采取方案降低服务中断的时间, 并同时保证应用处理结果的一致性.

另外一些流计算系统采用了多版本计划调整来实现动态计划调整. 这些系统会在流计算应用运行过程中同时

维护并运行多个版本的执行计划. 在执行计划动态调整的过程中, 系统会先在执行计划的一个或多个副本中应用

这些调整; 当调整完成并经过性能分析证实有效性后, 系统会用副本替换原始的执行计划, 从而完成执行计划的动

态调整. 在采用多版本计划调整时, 流计算系统需要额外的资源来运行执行计划的副本, 从而带来一定的资源开

销, 但多版本计划调整也具有一定优点. 首先, 多版本计划可以有效降低计划调整过程带来的延迟, 这是因为执行

计划调整可以简单地通过重定向输入数据到新的计划来完成. 其次, 由于多个版本的执行计划都会产生输出结果,
流计算系统可以通过合并这些结果来解决计划调整带来的一致性问题. 最后, 流计算系统可以在不影响原始计划

正常运行的情况下, 在副本计划上进行性能测试, 避免不当的计划调整损害流计算应用性能. Heinz等人 [38]在他们

的系统中采用了多版本执行计划调整, 以进行优化测试和性能分析. 他们将流计算系统分为主系统和第 2系统两

部分, 主系统负责执行流计算应用程序, 第 2系统维护一个逻辑和主系统一样的执行计划副本. 第 2系统监控主系

统的运行情况, 并在执行计划副本上应用调整、分析性能, 并在合适的时机替换主系统的执行计划来完成计划调

整. Turbine[39]提出了一个大规模分布式流计算系统中的执行计划更新机制. 其采用多版本计划来进行调整:
Turbine在计划更新时首先将发生变化的算子提交到一个执行计划的副本中, 再在合适的时机用副本中新的执行

计划替换原始执行计划, 并在此时进行状态同步和更新等操作. 多版本计划调整为 Turbine带来了两个好处: 首先,
Turbine可以将多个算子的更新过程合并, 降低调整过程带来的延迟; 其次, Turbine可以在替换原始执行计划过程

中进行状态同步和更新, 避免了计划更新带来的一致性问题. 然而, 随着近年流计算系统执行计划对于空间 (如大

规模哈希表) 和计算 (如深度学习模型) 需求的不断增长, 多版本计划调整会产生更多的内存需求和计算开销. 流
计算系统亦可能因为内存限制而无法满足同时维护多个执行计划版本. 这限制了多版本计划调整的应用场景和可

拓展性.
 3.2.3    小　结

本节综述了流计算系统在生成和优化执行计划时面临的挑战及其对应的解决方案. 流数据的特殊性为流计算

系统生成及优化执行计划主要带来了两方面的挑战: 第一, 由于流数据的无界性, 流计算系统需要大量应用窗口聚

合对流数据进行处理, 而窗口聚合的实现方式将严重影响流计算应用的性能. 因此流计算系统需要优化执行计划

中的窗口聚合实现方式. 第二, 由于流数据的实时性, 因此一成不变的执行计划无法在整个应用周期内保持高效.
流计算系统因而需要在运行过程中根据输入数据的变化自适应地对执行计划进行调整.

如表 2所示, 流计算系统中窗口聚合优化的优化目标主要分为两类: 减少内存占用和降低触发延迟. 将内存中

部分数据溢写到磁盘可以利用磁盘的大量空间来保存数据, 从而减少内存占用, 但磁盘的读写操作可能会降低流

计算应用的性能. 另一种减少窗口聚合内存占用的思路是减少需要保存的数据量, 这可以通过近似计算或预聚合

实现. 前者可以在不保存全部原始数据的基础上计算结果, 而后者则通过用预聚合结果代替原始数据降低了需要

保存的数据量. 此外, 预聚合和近似计算可以被用于降低窗口聚合的触发延迟. 预聚合通过将窗口触发时的部分聚
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合运算提前到窗口触发前, 降低了窗口的触发延迟. 近似计算则可以不必等待所有数据到达就可以触发窗口计算,
从而达到了降低窗口延迟的目的.
  

表 2    窗口聚合优化技术总结 

优化技术
内存占用 触发延迟

减少元组数量 增加可用空间 计算数量减少 触发时间提前

溢写内存数据 × √ × ×
预聚合 √ × √ ×
近似计算 √ × √ √

 

输入数据的动态变化给流计算系统带来了两方面问题. 首先, 流数据键的分布变化可能为流计算系统带来负

载不均的问题, 因此流计算系统需要采用动态分区技术以在运行过程中实时调整. 其次, 流数据统计特征的变化可

能导致执行计划效率下降. 流计算系统因而需要在执行过程中对执行计划进行动态更新, 来满足流计算应用的性

能需求.
为了在输入数据键分布变化的情况下实现负载均衡, 流计算系统采用了 3类分区技术, 如表 3和表 4所示. 随

机分区可以实现最大程度的负载均衡, 但随之而来的聚合过程会产生大量网络和计算开销, 降低系统性能. 按键分

区避免了聚合过程, 并且可以通过动态调整分区的方式改善负载均衡. 部分按键分区根据键的特性, 如访问频率

等, 将不同的键分别处理, 既降低了需要进行聚合的数据量, 又近似到达了随机分区的负载均衡水平.

除了需要动态调整数据分区机制外, 流计算系统还需要进行执行计划的动态更新. 执行计划的动态更新方式

主要分为单版本计划更新和多版本计划更新. 其中, 单版本计划更新由于不需要额外资源在多数系统中被采用. 这
些工作同时也研究了如何在保证结果一致性的情况下降低计划更新的延迟. 相应的, 多版本计划更新需要额外的

资源来维护执行计划的副本, 但多版本的计划更新方式在版本管理和一致性保证上具有优势, 但其造成了更多计

算和内存开销, 使其应用场景和可拓展性受到一定限制.

 4   资源调度

在流计算系统中, 低效的硬件资源调度可能会导致资源浪费、系统性能降低等问题, 现代流计算系统常常运

行在复杂的底层硬件架构 (如异构硬件、分布式环境、云计算)上, 这进一步加剧了资源调度的困难程度, 因此如

何高效地调度资源就成为流计算系统中的一个重要挑战. 相较于数据库系统和批处理系统, 流计算系统的资源调

度有两点不同.
1)流计算系统广泛采用了连续处理模型, 即执行计划中的每个算子会生成一个或多个并行任务, 每个任务都

长期运行, 等待数据输入并执行特定的处理逻辑. 该模型使得流计算作业中的任务因处理逻辑不同而具有不同的

计算负载, 每个任务都可能成为作业的性能瓶颈. 在这种情况下, 以作业为单位进行资源调度会造成资源的浪费.
因此流计算系统需要设计调度策略来降低资源调度过程中的资源浪费, 从而减少资源的使用量.

2)流计算系统对于延迟有着很高的要求. 不当的资源调度策略很可能会恶化流计算系统的服务延迟, 使之不

能满足应用的需求. 因此, 流计算系统的资源调度需要将调度对延迟的影响纳入考虑, 从而避免资源调度造成的延

迟恶化, 实现流计算系统的低延迟处理.
流计算系统的资源调度通常分为两个过程: 首先, 流计算系统通过监控某些指标判断系统的资源使用情况, 如

表 3    动态分区技术总结
 

分区技术 负载均衡 聚合开销

随机分区 √ ×
按键分区 × √

部分按键分区 √ √

表 4    动态计划技术总结
 

计划技术 资源占用 更新延迟 一致性保证

单版本 √ － ×
多版本 × √ √
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果系统处于资源过剩或不足的情况, 则进行资源调度. 之后, 流计算系统根据特定的策略申请并分配资源. 因而, 为
了在流计算系统中实现低资源占用和低延迟的资源调度机制, 需要从两方面着手. 第一, 如何监控流计算系统中资

源使用情况, 以便在合适的时机触发资源调度. 更加精确的资源监控实现方式可以提升流计算系统中资源调度的

效果, 减少资源浪费; 但同时也可能因为过多的性能分析为流计算系统的正常运行带来性能损耗, 造成延迟上升.
第二, 如何向流计算系统中的任务提供资源. 流计算系统可以通过不同的方式向任务提供资源, 如增加节点、分配

内存池或调整进程优先级等, 这些资源提供的实现方式会影响资源调度过程的延迟和效果. 本节将从流计算系统

实现资源监控和资源提供的过程出发, 介绍资源调度的相关工作技术, 以及它们如何帮助流计算系统在资源调度

过程中减少资源浪费并降低服务延迟.

 4.1   资源监控

监测系统平均资源使用率的传统方法在批处理等系统中被广泛使用, 然而该方法不利于在流计算系统中减少

资源浪费. 这是由于流计算系统的各个算子的资源使用情况存在较大的差异, 利用系统平均资源使用率无法获悉

各个任务的资源使用细节. 因此, 为了能使调度过程减少资源浪费, 流计算系统需要在资源调度中使用更细粒度的

资源监测方式, 进而更全面且及时地发现系统资源伸缩需求.
第 1 种在流计算系统中广泛采用的是基于节点的硬件资源使用率的资源监测方式. 一个典型的例子是

StreamCloud[40], 其利用这种资源监测方式实现了一个基于子查询的资源调度机制. 具体来说, StreamCloud将流计

算应用拆分为多个子查询, 每个子查询可能包含一个或多个算子. StreamCloud将不同的子查询分别部署在不同的

节点上, 并通过各个节点的资源使用率来监测这些子查询的资源使用状况. 这种方式利用了节点资源使用率来监

测流计算系统算子的资源使用情况, 最小化资源监测的复杂度和资源监测对流计算系统性能的影响, 是一种简单

直观但有效的资源监测方式. 然而, 这种方式也具备明显的缺点. 由于流计算系统需要在应用开始执行前就确定子

查询的划分, 并且无法在执行过程中更改划分方式, 因此子查询的划分方式将严重影响资源监测的效果. 更多地,
这种方式无法精确为每个算子分配资源. 流计算系统中另一种资源监测方式是算子级别的监测方法, 这种方法解

决了基于硬件资源利用率的资源监测方式在灵活性和精确性上的不足. DS2[41]是一个采用算子级别资源监控进而

实现精确实时的流计算资源伸缩的调度控制器, 其有效解决了流计算系统中因资源分配不当所带来的背压、延迟

上升和资源浪费等问题. DS2基于算子运行时间通常与其计算负载正相关的现象, 通过监测每一个算子近期的平

均运行时间来估计其需要的计算资源. 这种监测算子运行时间的资源监测方法能够精确及时地检测不同算子资源

使用情况, 有效改善了之前方法在灵活性和精确度上的不足; 但是, 频繁监测统计算子的执行时间为流计算系统带

来了不可忽视的额外开销, 并最终影响流计算系统的整体性能. Cameo[42]中实现的算子级别资源监控方式采用对

算子的资源使用情况进行建模的方式缓解了这一影响: 通过分析一段时间内的应用运行情况, 确定算子的计算负

载与输入数据特性, 如输入速率、选择率等的关系, 建立一个算子的资源使用模型. 在应用的长时间运行过程中,
只需要利用建立的模型就可以大致确定算子的资源消耗情况, 无需频繁统计算子的运行情况. Cameo实现的基于

资源模型的资源监控方式在几乎不影响监控精确程度的情况下, 大大减少了资源监控对于流计算系统性能的影响.
另一方面, 为了利用资源调度过程来有效降低流计算系统较为关注的服务延迟, 流计算系统在实现资源监控

等过程中还考虑了延迟约束. 传统资源调度框架的目标通常是提高系统吞吐量或提高资源利用率, 其通常不会在

监控中考虑延迟约束. 这导致资源调度过程虽然提高了资源利用率和系统吞吐量, 但并未改善延迟的恶化, 甚至反

而对延迟有负面影响. 流计算系统的资源监控方式可以从两个方面改善传统监控方式对延迟考虑不足的情况. 首
先, 针对传统资源监测方式对延迟恶化不敏感的现象, 流计算系统的资源监控方式可以将端到端服务延迟纳入监

控范围. 基于这种做法, 流计算系统可以将延迟恶化作为触发资源调度的条件, 从而对资源不足所导致的应用延迟

恶化作出及时响应. Lohrmann等人 [43]设计一个考虑延迟约束的流计算资源调度框架. 为了提供流计算延迟保证,
该资源调度框架会在流计算应用运行过程中持续监测端到端延迟, 并在延迟违反约束的情况下触发资源调度.
Dhalion[44]作为一个模块化的流计算系统资源调度框架, 其允许用户依照需求使用各种指标来监测流计算系统的

运行状态. 其中, Dhalion可以被配置为根据应用的端到端延迟来触发资源调度, 从而达到在流计算应用延迟恶化

时及时进行资源调度的目的. 另一方面, 资源调度通常会导致流计算应用服务的暂时中止, 导致流计算应用延迟上
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升. 因此流计算系统可以在资源监控过程考虑资源调度带来的延迟恶化代价, 即延迟惩罚, 权衡比较资源调度带来

的短期延时上升和维持现状导致的长期性能恶化对应用性能的影响程度, 从而判断是否进行资源调度. Heinze等
人 [45]将流计算系统执行资源调度的延迟惩罚纳入考虑之中. 他们的工作通过建立模型的方式估计流计算系统资

源调度的延迟惩罚, 并基于代价模型设计了一套调度策略. 实验显示, 该策略能够在提高资源利用率、保证系统吞

吐量的同时, 大幅降低流计算系统中因资源调度引起的延迟约束违反, 从而降低流计算应用的整体延迟.

 4.2   资源提供

在实现资源提供机制的过程中, 为了减少调度过程中的资源浪费, 流计算系统需要实现细粒度的资源提供方

式. 传统的资源管理框架通常向流计算系统提供更多的节点 (虚拟机)来完成资源伸缩. 上文提到的 StreamCloud[40]

就利用了这种机制来实现流计算系统的资源提供. StreamCloud将流计算应用的任务划分为多组 (多个子查询), 并
针对子查询改进了资源提供的方法: 虽然 StreamCloud也是采用增减虚拟机的方式进行资源管理, 但相比于为系

统内所有任务平均地增加资源, StreamCloud会优先为资源需求较大的子查询调度资源. 由于单个子查询包含的算

子都运行在相同的节点上, 因此 StreamCloud很容易使用增减节点的方式为子查询进行资源调度. 但增减节点的

资源提供粒度仍受限于子查询的定义, 无法为某个子任务调度资源.
第 2种资源提供方式是计算资源分配, 其代表 Elasticutor[46]是一个用于流计算系统资源调度的弹性伸缩框架.

Elasticutor通过为需要计算资源的算子分配更多的处理器核心来实现资源提供. 相比于节点级别的资源提供方式,
分配处理器核心可以实现更细粒度的资源调度, 进而避免了过度提供资源带来的资源浪费. 类似的, 一些工作通过

调整不同算子的执行线程优先级来实现资源调度, 如 DS2[41]和 Cameo[42]. 相比于 Elasticutor需要框架开发者和应

用开发者配置处理器核心的调度策略, 通过调整线程优先级的方式进行资源调度可以有效利用操作系统的资源调

度机制, 实现更为简单, 同时也提高了系统的稳健性. 相较于通过增减节点的资源提供方式, 计算资源分配支持为

单个子任务进行精确的资源调度. 但受限于机器或集群的计算资源上限, 计算资源分配存在可拓展性的限制.
另一方面, 为了满足应用的延迟需求, 流计算系统也广泛聚焦于降低资源提供过程带来的延迟. 第 1种优化延

迟的方法是加速资源申请和释放的过程. 增减节点的资源提供方式可以通过预先启动的方式加快资源提供过程.
例如, StreamCloud[40]和 SEEP[47]为了加快资源提供的过程, 提前维护了一组资源池, 并在资源池中的空闲节点上提

前部署了资源调度框架, 但并不执行任何任务. 当这些空闲节点需要被加入流计算系统中时, 流计算系统可以直接

在节点上部署计算任务, 从而避免了启动节点和流计算系统带来的延迟. 而计算资源分配的资源提供方式 [46]同样

有利于加速资源提供过程, 因为其避免了申请和释放资源带来的延迟. 通过这种资源提供方式, Elasticutor[46]实现

了流计算系统中实时的低延迟资源调度. 第 2种优化延迟的方法是减少资源调整的次数. 流计算系统在资源调度

过程中可能需要多次调整资源以使得应用达到理想运行状态. 反复多次的资源调整会导致资源提供过程带来额外

延迟, 因此流计算系统可以减少需要的资源调整次数, 以降低资源调度带来的延迟. DS2[41]是一个致力于实现流计

算系统中资源精确提供的资源调度框架. 通过准确测定流计算应用中各个算子需要的资源数量, DS2只需要一次

资源提供过程就可以为流计算应用准确地调度资源. 相对于传统资源调度方式所需要的反复调整过程, DS2通过

减少资源调整次数实现了降低资源提供过程延迟的目的. 更多地, 由于流计算系统通常运行多个查询, 而每个算子

对实时性的要求并不相同. 在资源调度中优先满足那些即将输出的算子可以避免它们违反延迟约束, 从而改进流

计算系统的延迟. Cameo[42]的资源提供方式是通过为算子分配工作线程来实现的. 由于这种基于线程的资源提供

方式可以很容易在各算子之间转移资源, Cameo实现了考虑实时性的优先级调度. Cameo估算每个算子需要的处

理时间和资源, 并优先为那些可能违反延迟约束的算子调度资源, 尽可能降低了系统违反延迟约束的次数.
Meces[48]则考虑了同一个算子的多个并行实例之间的调度优先级; Meces基于流计算系统中常见的数据倾斜现象,
优先调度进行热点数据处理的算子, 避免了大量数据在调度过程中阻塞, 降低了资源调度带来的延迟.

 4.3   小　结

本节简述了流计算系统进行资源调度的两个过程, 即资源监控和资源提供, 并在此基础上介绍了流计算系统

在这两个过程中的相关技术, 研究它们如何满足流计算系统减少资源浪费和降低服务延迟的调度目标, 并讨论了

这些技术在不同环境中的可拓展性. 资源调度技术的总结如表 5所示. 
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表 5    资源调度技术总结 
资源调度技术 实现方式 减少资源浪费 降低服务延迟 可拓展性

资源监控

资源利用率 √ × －

算子运行时间 √ √ －

端到端延迟 × √ －

资源提供

增加节点 × × √
增加节点资源 √ √ √
调整线程优先级 √ √ ×

 

在资源监控过程中, 监控资源利用率是一种简单有效的办法. 为了实现更细粒度的调度以减少资源浪费, 流计

算系统中通常采用分别监测单个节点的资源利用率代替系统的平均资源利用率. 但是, 只监测资源利用率无法得

知当前资源配置情况下流计算系统的延迟情况, 也就无法通过资源调度解决对延迟约束的违反. 因此, 一些流计算

系统采用监测端到端延迟的技术来保证流计算应用的低延迟. 算子运行时间可以精确反映流计算应用中各个任务

对资源的需求, 有效减少资源浪费并降低延迟; 但频繁监测算子运行时间可能带来额外性能开销.
在资源提供过程中, 增加节点的方法具有最好的可拓展性, 但是提供过程延迟较长, 且容易造成资源浪费. 增

加节点内资源的办法可以实现更灵活的资源调度, 降低资源的浪费. 相比于增加节点, 增加节点资源的方法速度更

快, 带来的延迟更小. 然而增加节点资源的方法依赖于硬件资源的架构, 在可拓展性上存在一定限制. 最后, 调整线

程优先级的方法可以实现最快速的资源提供, 但几乎不具备任何可拓展性.

 5   故障容错

对于运行在复杂的分布式集群中的大规模数据处理系统来说, 遭遇故障是十分常见的. 这一点对于流计算系

统来说也是一样. 在流计算应用的长期运行中, 流计算系统可能遭遇软件错误、节点故障、网络通信中断等各类

故障, 这些故障会造成流计算服务暂时或永久中断. 因此, 流计算系统需要设计有效的故障容错机制, 以便在遭遇

故障时快速地恢复正常运行, 减少故障对于流计算服务的影响. 故障容错机制主要分为两个部分: 首先, 流计算系

统需要对受到故障影响的流计算任务进行恢复. 流计算系统需要重启任务、重启节点或将任务迁移至其他节点,
以保证流计算任务可以继续运行. 其次, 流计算系统需要对有状态算子的状态进行恢复. 流计算系统需要利用检查

点或日志等技术, 将流计算任务的状态恢复到故障发生之前, 从而保证流计算应用结果的正确性.
批处理系统已经形成了一套较为成熟的基于检查点的故障容错机制, 并在MapReduce、Spark等大规模处理

系统中得到了广泛的应用. 但是这种故障容错机制在流计算系统中遭遇了新的挑战. 首先, 相比批处理系统, 流计

算系统对于延迟有着更加严格的要求. 批处理系统的恢复过程通常不会对总运行时间产生显著影响, 但对于流计

算系统而言, 任务恢复会造成流计算服务的暂时中止, 产生不可忽视的延迟, 使得流计算系统的延迟严重恶化. 因
此, 流计算系统需要根据其延迟要求, 设计故障容错机制, 降低任务恢复过程的延迟. 其次, 批处理系统通常使用基

于检查点的备份恢复机制来保证故障恢复之后的一致性. 但由于流数据的无界性, 在流计算系统中直接应用批处

理系统中的检查点机制来备份和恢复状态必须在每次处理数据后都进行检查点备份, 导致正常运行时的大量备份

开销. 因此, 流计算系统需要针对流数据的特性设计状态备份恢复机制, 在不造成正常运行时过多额外开销的情况

下, 保证故障后状态能够正常恢复, 使得流计算应用可以继续正常运行.

 5.1   任务恢复

流计算系统在故障容错过程中要面对的第 1个挑战是如何设计任务恢复技术. 任务恢复技术主要需要考虑两

方面的问题. 第一, 在系统正常运行, 即未发生故障期间, 任务恢复技术应产生较少的资源开销, 从而减少资源浪

费, 提高系统的资源利用率. 第二, 在系统发生故障时, 流计算系统需要尽快完成任务恢复, 降低流计算服务中止运

行的时间.
大规模数据处理系统中应用于任务恢复的故障容错技术主要分为两种: 被动容错和主动容错. 被动容错是指

在系统正常运行时不进行任何操作, 在检测到系统遭遇故障后再进行处理的容错技术. 典型的处理方式包括重启
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系统、重启节点和将任务迁移至新节点等. 早期的流计算系统在进行被动容错时通常指定一个尚未启动的节点作

为备用节点. 流计算系统会定期将检查点备份至该分布式文件系统或该节点内. 当流计算系统在主节点上遭遇故

障时, 系统会启动该备用节点, 并利用先前备份的检查点恢复处理. SGuard[49]实现了这样一种被动容错的技术. 通
过定期将检查点备份至分布式文件系统中, SGuard可以在正常运行过程中几乎不产生任何的额外的内存开销. 然
而在遭遇故障后, SGuard需要启动一个新的节点并读取检查点以继续处理. 这种重启故障节点或启动其他节点的

被动容错技术在节点恢复过程中产生较大的延迟, 不利于降低流计算服务的中止时长. 为解决这一问题, 一些流计

算系统将受故障影响的任务迁移至其他节点, 以避免等待节点启动而造成的延迟. 例如, SEEP[47]将一个算子的多

个并行实例互相作为故障容错的备份. 在故障发生时, SEEP不会立即中断流计算应用, 等待节点和软件的故障恢

复, 而是通过调整上游分区, 将发生故障的任务需要处理的数据, 转移到其他并行实例中, 从而降低了恢复延迟, 避
免了流计算服务的长时间中断. ChronoStream[50]也采用了和 SEEP类似的容错技术, 但 ChronoStream设计了一种

计算实例的放置机制. 该机制将同一个算子的多个并行实例尽量分布在不同的节点上, 以最大化系统遭遇节点故

障后的可用程度. 将任务迁移至其他节点可以有效降低节点恢复过程的延迟, 但迁移的目标节点需要运行更多的

流计算任务. 这为目标节点带来了更大的计算和内存开销, 可能造成流计算系统长期运行过程中的性能下降. 被动

容错的优点在于在系统正常运行时不会为引入额外的资源开销. 但由于被动容错技术在故障发生之后才开始工

作, 因此其故障恢复速度通常较慢. 这可能引起流计算服务的长时间中断, 在对响应速度具有严格要求的流计算场

景中难以适用.
相比于被动容错技术在故障发生后才开始工作, 主动容错技术则是在流计算系统正常运行时就为故障做准

备. 主动容错技术在系统正常运行时为每个任务启动一个副本任务, 副本任务始终处于待机状态, 准备随时接管主

任务的工作. 当主任务遭遇故障时, 只需要令副本任务成为新的主任务即可完成任务恢复. 由于主动容错技术在故

障恢复阶段只需要让副本任务接替主任务进行处理, 因此主动容错技术在恢复过程中具有低延迟的优点. 但是, 相
比于被动容错技术, 由于主动容错技术需要启动一个待机的副本任务, 产生了一定的资源开销, 因此可能会减少主

任务可用的资源并降低系统的运行效率. Borealis[51]实现了一个基于副本的主动容错技术. 在主任务所在节点遭遇

故障后, Borealis可以迅速将处理工作移交给副本任务, 从而实现快速的任务恢复. 然而, 由于需要为所有任务启动

一个副本任务, 这些副本任务在系统正常运行时产生了显著的内存和计算资源开销, 不利于系统性能的提升. 为了

减少主动容错技术为在系统正常运行时产生的额外资源开销, 一些工作对流计算系统中的主动容错技术进行了优

化. Shah等人 [52]也采用了类似于 Borealis主动容错技术. 有所不同的是, Shah等人对恢复过程进行了优化: 他们允

许流计算系统在任务恢复期间继续运行. 也就是说, 对于其他不受故障影响的任务来说, 它们可以继续进行处理而

不必等待流计算系统的故障完全恢复, 这有助于进一步降低任务恢复为流计算应用带来的延迟. 主动容错技术虽

然可以实现在故障发生后进行快速的任务恢复, 但其在正常运行期间需要额外的资源, 这种额外资源开销为流计

算系统造成的性能损害常常不可忽视. 为了降低主动容错技术在正常运行期间的额外资源开销, 一些工作提出了

部分主动容错技术来减少需要进行故障容错的流计算任务数量. IBM在他们的流计算系统 Stream 中实现了一种

部分主动容错技术 [53]. IBM Stream为开发者提供了一组用于主动容错的编程接口, 使开发者可以在开发应用时指

定需要进行主动容错的流计算任务. 流计算系统可以根据开发者的指令对应用中的关键任务创建副本, 从而保证

这些任务在故障发生后能进行快速恢复, 同时又避免了对系统中的所有任务都创建一个活跃的副本, 造成正常运

行期间过多的资源浪费. Su 等人在他们的工作中提出了一种容错机制 [54], 即通过定义算子保真度来衡量每个算子

输出结果对其他算子的影响. 算子保真度较高的算子在遭遇故障时会对流计算应用的整体运行造成较大影响. 因
此流计算系统为执行这些算子的任务建立副本, 利用主动容错技术降低这些算子的故障时恢复时间, 并对其他任

务应用被动容错技术来减少正常运行时资源消耗.

 5.2   状态恢复

流计算系统在对无状态算子的故障容错过程中需要考虑如何降低恢复延迟. 但对于流计算应用中广泛存在的

有状态算子来说, 故障容错中还存在另一个问题, 即如何在系统正常运行时对状态进行备份, 并在故障发生后正确

恢复状态. 在系统正常运行时, 状态恢复的目标是减少状态备份过程对系统正常运行性能的影响. 在系统发生故障
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后, 状态恢复的目标包括两点. 一方面是降低完成状态恢复所需的时间, 另一方面是提供一致性保证, 即保证系统

内所有状态都恢复到故障前的一致状态.
在数据管理系统中, 有两类基础的故障容错技术, 分别是基于检查点和基于重放的故障容错技术. 由于流计算

任务连续处理的特性, 任务内的状态处于持续变化之中, 因而流计算系统很难单独使用其中一种技术. 单独使用基

于检查点的技术在正常运行时, 要求流计算任务每一次状态改变都进行检查点的写入, 其性能开销对于流计算系

统而言过大. 单独使用基于重放的技术则要求流计算任务在遭遇故障时重放所有输入数据, 即重新处理所有流数

据, 带来不可接受的恢复延迟. 因而, 流计算系统通常将二者结合使用: 在正常运行时, 每隔一段时间为系统内的状

态生成检查点; 对于那些尚未被写入检查点的状态更改, 则将原始数据暂时保存. 遭遇故障后, 流计算系统先读取

最新的检查点, 并重放并再次处理被保存的原始数据, 以达到恢复状态的目的. 保存用于重放的数据通常由数据源

或流计算系统的输入算子负责, 而流计算系统则负责定期生成检查点. 在生成检查点时, 流计算系统主要考虑两方

面问题: 第一, 该以何种粒度生成流计算应用的检查点. 第二, 该在何种位置对流计算应用的检查点进行备份.
由于流计算应用中的状态是和特定的算子关联的, 一个简单的检查点生成思路是在正常运行时为每个算子独

立地生成含有状态的检查点. 在恢复时先将每个算子的状态恢复至其最新的检查点, 再通过让进度落后的算子追

赶的方式来达到全局状态一致. 这种局部的检查点生成方式在流计算系统中应用广泛. 例如, MillWheel[55]对每条

状态记录单独备份. 更具体地说, MillWheel 将状态保存为键值对的形式, 并在每一次状态更新后都进行备份.
StreamScope[56]以单个流计算任务为单位, 将一个流计算任务内的所有有状态算子的状态组合并生成一个检查点.
值得注意的是, MillWheel和 StreamScope在状态每次更新后都备份了检查点, 这样做的好处是故障发生时各个任

务可以直接读取最新的状态检查点进行恢复. 但这种频繁的生成检查点的操作对流计算系统正常运行时性能产生

了严重影响, 不适用于输入数据规模较大、处理延迟要求较高的场景. 利用了主动容错机制的系统常常通过让副

本任务和主任务处理相同内容的方式, 使得二者的状态保持一致, 从而实现状态备份 [51,53]. 副本任务进行状态备份

对主任务的运行不会产生任何影响, 并且可以始终保持副本任务中的状态与主任务保持一致, 有利于在故障发生

时迅速进行状态恢复. 然而, 由于副本任务必须和主任务进行相同的处理, 这种状态备份机制产生了额外的计算开

销, 对系统总体的资源利用率造成了严重的影响. SEEP[47]中的一个任务每隔一段时间独立地生成状态检查点. 在
此基础上, SEEP通过暂时保存该任务的输入数据来应对两次检查点间隔中发生故障的情况. 在恢复过程中, 每个

任务独立地读取状态检查点并进行恢复, 再读取并重新处理那些更改未被检查点记录的数据. 通过这种方法,
SEEP可以将所有任务都恢复到故障发生前的状态. ChronoStream[50]采用了类似的, 即让每个任务独立进行检查点

备份和恢复的机制. 与 SEEP有所不同的是, ChronoStream假定每个算子的输入输出顺序严格保持一致. 在这样的

基础上, ChronoStream中的算子只需要用数据的编号记录处理进度, 并从头重放这些数据. 避免了像 SEEP一样需

要为每个算子保存一部分尚未被应用到检查点中的数据. 然而, Silvestre等人 [57]指出, 上述方法只有在算子满足确

定性时才能保证状态恢复的一致性. 如果算子处理逻辑中包含随机数或调用外部函数等情况, 上述方法恢复的状

态就无法保持全局一致. 这会导致系统必须重新处理所有数据, 或者忍受部分错误的结果. 为解决这一问题, 他们

在 Clonos中将不满足确定性的调用记录为日志, 将存在不确定性的调用转为确定的日志, 从而保证每次读取得到

相同的结果, 但这种方式带来了更大的备份和还原开销.
由于局部独立检查点可能带来的一致性问题, 一些流计算系统考虑采用全局统一的方式生成检查点. 顾名思

义, 流计算系统在生成检查点时要为系统中所有任务生成一份状态一致的检查点. 最直观的全局统一检查点生成

方法是暂时中止流数据进入系统, 并等待流计算系统将系统内的剩余数据全部处理完毕. 这时流计算系统内所有

任务的状态均保持一致, 可以生成全局检查点. 但该方法会频繁终止流计算系统的正常运行, 这是不可接受的. 现
今为流计算系统所采用的全局统一检查点生成方法通常基于 Chandy-Lamport分布式快照算法. 其中的代表就是

Flink所采用的状态备份技术 [58]. Flink在数据源生成一些分隔符, 将流计算系统内的数据分为不同的历元 (epoch),
不同的历元之间的数据不可以越过分隔符. 每当流计算任务接收到一个分隔符时, 代表这一历元的所有数据都已

经处理完毕, 该任务即开始生成检查点. 将所有任务生成的这一历元数据的检查点汇总, 就得到了一个全局统一的

检查点. 这种方法有效解决了难以生成全局一致的状态检查点的情况, 为全局统一检查点在流计算系统中的应用
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提供了基础. 由于在生成检查点的过程中, 流计算系统保证了各算子的状态是一致的, 因而在恢复过程中, 所有任

务都可以直接恢复到一致的状态, 不需要再进行处理进度的同步. 但是, 相比于局部独立检查点, 全局统一检查点

存在两个劣势: 首先, 在状态备份过程中, 由于每次备份都需要生成一个包含全局所有状态的检查点, 因此读写开

销相比局部检查点更大. 其次, 在状态恢复过程中, 由于需要保证全局一致性, 因此所有的算子, 包括未受到故障影

响的算子, 都需要读取检查点并回滚状态. 这加大了恢复过程中需要恢复的状态数量, 并且使得未受到故障影响的

算子进行不必要的重复处理. 因此生成全局统一检查点的间隔可以减少生成检查点过程中的性能开销, 但在遭遇

故障时会加剧回滚后重新计算的性能损失 .  平衡这两部分性能对于全局一致检查点技术的应用十分重要 .
Jayasekara等人 [59]研究了全局一致检查点生成间隔对于流计算系统性能的影响, 并提出了一种优化生成间隔的方

法用以改善流计算系统的性能. 他们的实验结果显示, 优化延迟间隔后的检查点技术不仅没有影响故障后恢复的

性能, 还大大改善了正常运行时的性能. 相比于默认的检查点技术, 优化后的检查点技术在正常运行时提高了 10%–
40%的吞吐量, 并降低了一半以上的端到端延迟.

流计算系统在生成检查点时需要考虑的第 2个问题是应该在什么位置备份检查点. 出于最大程度地保护检查

点不受故障影响的想法, 大多数流计算系统采用了将检查点保存在外部节点上. 一些流计算系统采用了运行在外

部节点上的数据库: MillWheel[55]将状态保存在了一个外部的键值数据库中, 而 S-Store[60]则将状态保存至一个关

系型数据库中. 由于外部数据库自身具有容错机制, 因此可以最大程度地保证状态不在故障中丢失. 但受限于数据

库的存储结构, 流计算系统很难在其中保存体积较大的检查点. 其次, 外部数据库的读写速度瓶颈也会限制流计算

系统正常运行和故障恢复时的性能. 另一种选择则是将数据保存在分布式文件系统中. 自从 Kwon等人 [49]在 2008
年提出用分布式文件系统保存流计算状态的检查点以来, 分布式文件系统成为许多流计算系统保存检查点的一个

重要位置. 诸如 Flink、Kafka Streaming[61]等流计算系统都采用分布式文件系统来备份状态. 分布式文件系统的一

大优势在于其容量大, 且大文件的读写性能较好, 相较于数据库更适合用于保存流计算系统生成的状态. 同时, 分
布式文件系统自身具有的容错机制也可以应对外部节点发生的一些故障. 外部数据库和外部分布式文件系统都为

流计算系统的状态检查点提供了很好的容错保障. 但与此同时, 流计算系统在正常运行时和故障恢复时都需要大

量读写外部节点, 带来了大量的跨节点、跨机架、跨集群的网络通讯开销, 严重限制了流计算系统运行和恢复时

的性能. 因此, 一些流计算系统采用流计算运行的内部节点保存状态, 从而加速写入和读取检查点的过程. 利用内

部节点保存检查点的第 1种方式是将当前节点的状态检查点保存在其他节点上. 例如, 在 SEEP[47]中. 每个任务负

责保存下游任务生成的检查点及发往该任务的数据. 在故障发生后, 重启的新任务可以直接从上游读取状态和数

据, 实现快速的状态恢复. ChronoStream[50]则将状态保存在兄弟节点, 即运行同一逻辑算子的并行子任务的节点中.
在故障发生后, 该逻辑算子的其他子任务可以通过修改路由表的方式接管故障任务的处理工作, 并在他们的节点

上快速读取并恢复状态. 另一种集群内的检查点保存方式是将检查点保存在当前节点的文件系统中. 这种方法起

源于 Samza[62]观察到流计算系统中发生的大部分故障是软件故障而非硬件故障, 因此将检查点保存在独立于流计

算系统的本机文件系统中在多数情况就可以应对故障. 读写本地文件系统避免了前述工作中需要和其他节点或集

群进行通讯带来了大量网络开销.

 5.3   小　结

本节介绍流计算系统中用于故障容错方面的技术. 如表 6所示, 流计算系统的故障容错过程可以分为两部分.
首先, 流计算系统需要对那些遭遇故障的流计算任务进行恢复, 使得它们可以继续处理输入数据, 从而保证流计算

应用的继续运行. 其次, 流计算系统需要恢复有状态算子在故障中丢失的状态, 使得算子状态恢复到故障前, 从而

保证流计算应用输出结果的正确性.
在任务恢复过程中可选的容错技术有 3种. 其中, 被动容错在故障发生后才开始工作, 对系统的正常运行性能

几乎没有影响, 但恢复时间较长, 提高了故障给流计算系统的带来的延迟. 主动容错通过建立运行的副本的方式降

低了恢复延迟, 但在系统正常运行时产生了额外资源占用, 影响系统性能. 部分被容容错结合二者的优点, 对关键

任务应用主动容错, 在降低正常运行时资源占用的情况下降低了恢复延迟.
状态恢复要解决的两个问题是状态检查点的生成粒度和备份位置. 局部独立地生成检查点有利于提高备份和
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恢复过程的延迟, 但可能带来状态不一致性的问题. 全局统一的检查点可以弥补状态一致性的缺陷, 但代价是降低

了备份和恢复过程的性能. 流计算系统中的大多数故障容错技术将检查点备份在集群外部, 来保证故障发生时检

查点不受影响. 但这种做法需要频繁进行跨集群网络通讯, 降低了备份和恢复过程的性能. 因此一些流计算系统采

用了在集群内进行检查点备份的技术, 牺牲了一定的一致性保证换取了更优的备份和恢复性能.
  

表 6    故障容错技术总结 

容错内容 容错技术 正常运行性能
恢复过程

恢复延迟 一致性保证

任务恢复

被动容错 √ × －

主动容错 × √ －

部分被动容错 √ √ －

状态恢复

检查点粒度
局部独立 √ √ ×
全局统一 × × √

检查点位置
集群内部 √ √ ×
集群外部 × × √

 

 6   研究展望与未来趋势

流计算系统经过长期的研究和发展, 已经产生了丰富的技术和成熟的系统, 并且在数据规模和实时性激增的

当下和未来都有着广泛的应用场景. 本节将结合前文的技术总结, 简要讨论流流计算系统未来可能的发展方向.
1) 实现可拓展性和性能优化的统一. 目前主要存在两类流计算系统, 第 1 类以 Storm、Flink 为代表, 运行在

JVM中, 因而具备很好的可拓展性. 另一类以 StreamBox、Grizzly为代表, 专注于在单机上实现更高性能. 前者虽

然可以通过增加节点来提升处理能力, 但未能充分利用硬件, 致使系统性能远低于后者 [63]; 而后者则面临难以横

向拓展的问题. 因此, 未来的流计算系统可以结合二者的优势, 在保证可拓展性的前提下充分利用硬件资源, 实现

可拓展性和性能优化的统一.
2) 实现执行计划和计算资源的自动调整. 目前流计算系统中存在众多计划调整和资源调度的技术, 可以在一

定程度上应对流数据的动态变化. 然而, 目前的自动调整技术仍然依赖于开发者的人工干预, 不仅加大了开发和维

护的难度, 也限制了流计算系统应对大幅数据流变化的能力. 因此, 未来的流计算系统应能够在不增加用户配置复

杂度的情况下, 借鉴数据库参数自动调优技术, 实现执行计划和计算资源的自动配置, 以应对生产环境中流数据可

能存在的大幅变化.
3) 实现对异构硬件和新硬件的充分利用. 目前大部分流计算系统主要利用 CPU 和内存进行计算和存储. 然

而, 流数据规模的进一步加大可能对依赖于 CPU和内存的计算存储能力提出挑战, 而新硬件的出现也为进一步提

升流计算系统性能提供了可能. 目前存在一些利用 GPU[64]或高速缓存 [65]优化流计算系统性能的技术, 但其适用场

景都较为局限. 未来的流计算系统应能综合利用各种计算通讯和存储的新硬件, 如 FPGA、RDMA、非易失性内

存, 全面优化流计算系统的计算性能、通讯开销以及状态容错等.
4) 实现高效的批流融合计算. 批流融合技术指使用一个系统同时进行批数据和流数据处理的技术. 目前的批

流融合技术主要分为编程接口的统一, 如 Apache Beam, 以及执行引擎的统一, 如 Spark Streaming、Flink. 但这两

类技术都存在计算效率不高的问题. 对于前者, 由于系统将统一的编程语言翻译成不同的底层代码在不同的计算

引擎上执行, 因而浪费了针对系统的特性进行优化的机会. 对于后者, 基于批处理执行引擎的微批处理会为流计算

引入额外延迟, 而基于流计算执行引擎的连续处理则在批处理中损害了吞吐量. 因此, 未来的流计算系统应对批处

理和流计算进行联合优化, 从而提供高效的批流融合计算服务.

 7   总　结

本文首先介绍了流数据的基本特征和流计算系统的发展历史, 从而引出了目前流计算系统的设计和优化中的
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存在的挑战. 之后, 本文根据流计算系统的结构将相关技术分为 4类, 分别介绍和分析了这些技术, 以及它们是如

何解决前述挑战的. 最后, 本文结合上述分析, 展望了流计算系统未来的研究方向和发展趋势.
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