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Abstract: In this paper, the author redesigns web collaboration system framework using component
management model. Component management model gets the connection information between components and
high-level development knowledge with Key, Content, and Configuration information. It can show the connection
information between components with Key and Content information of each component and support the design
knowledge of the sub system of specific application also. The author introduces component management model for
easier management of the framework components and easier use of framework itself.

Key words: object-oriented framework; component model; domain framework; framework design; reuse; manage
component

A framework is a reusable design expressed as a set of abstract classes and the way their instances
collaborate!¥, Framework increases the productivity through reuse of executable components? and high-level
analysis and design knowledge. Designing software for reuse aims to produce general, extensible software
component. In this paper, we define the component management model and design a domain framework (web
collaboration system framework) based on that model. Component management model describes the connection
information of framework components and this information makes enable to manage framework components with
consistent mechanism of component management model.

Framework consists of related components that are described with Key, Content information of component
management model and high-level knowledge for constructing framework like abstract analysis, design information
that can be described with design pattern. Domain framework cannot be constructed in one development cycle.
Framework can be evolved through the iterative process which requires both domain and design expertise!®.

In development process, many components of framework can be added, modified and deleted continuously and
this makes very difficult to maintain the structure and various main functions of framework. Component
management model can be a solution to this problem with the configuration information of components.

1 Related Work

1.1 Framework

Object-oriented frameworks are reusable designs of all or part of software system described by a set of abstract
classes and the way instances of those classes collaborate. Well-Designed framework can reduce the cost of
developing an application by an order of magnitude because it lets developer reuse both design and code. They do
not require new technology, because they can be implemented with existing object-oriented languages®. But
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unfortunately developing a good framework is expensive. A framework must be simple enough to be learned, yet
must provide the problem domain, and is always the result of domain analysis, whether explicit and format, or
hidden and informal.

Similar objects must be implemented for each problem the framework solves. Bare-bones framework of
requires a lot of effort to use. Things that work out-of-the box are much easier to use!®. It is difficult to tell which
component users of the framework will need. Some problem-specific while others occurs in most solutions.

Framework can be implemented in two reuse technique. One is inheritance and the other is composition.
Inheritance makes it possible to modify components that are reused for application implementation on user’s wish.
But it needs programming and results in strong coupling between components and is static so cannot be easily
changed at runtime. Composition is very strong reuse technique and can be changed at runtime. But composition
requires what is going to change and is difficult to understand by examining static program text.

Framework  evolves from  white-box-

o— framework, which is based on inheritance to
ads madde B EI black-box- framework, which is based on
Apilication devalioree Cl 3 composition. Inheritance is the most expedient way

of allowing users to change code in object-oriented
environment since it is supported by most

" Class l:'.'lﬂ'i‘lll:h'il . . . . .

B i Iher Pt object-oriented language. So inherite most desired
tl - ! f t behavior of reused components and override only

- : methods that are different in  subclass.

White-box-framework ~ will  evolve  through
encapsulation and parameterization of immutable
codes of white-box-framework.

Fig.1 Difference between framework and class library

1.2 Component library

In general, a component is simply a module. In this sense, applications are made up of components, or are
themselves components in large system. But this is vague to software engineer. Component is a software module
that publishes or registers its interfaces. Some kind of component system that specifies how the interfaces will be
defined, handles the registration of interfaces, and facilitates the communication of interface information between
different components. In other word, a component can only be understood within the context of some kind of
system or environment, container or server etc.

Component library has object as result in application domain provided by framework. Framework provides
well-defined specific component library. It increases usability of framework®.

Paul Harmon!® suggested this definition “A software component is a unit of composition with contractually
specified interfaces and explicit context dependencies only. A software component can be developed independently
and is subject to composition by third party.” In this paper, we will mainly discuss component specification for the
creation of component management model.

2 Component Management M odel

2.1 Generic development process

Building from components should at least allow systems to be constructed from pre-validated parts, and to be
incrementally improved by replacing components with others, which provide equivalent services, but with enhanced
performance or new features. One of the important reasons for considering the generic process is because it is a
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fundamental factor behind the specification of a common meta-model for object-oriented development methods”.
A generic process of developing from components is relevant in that it implies the definition of types of
components, and it also implies, as we shall see two levels of meta-entity, first-class items that may be versioned
and second-class items, which cannot. If the goal of a common meta-model is to share components across
organizations, a consensus about such a process is required.

2.2 Component management model

We are interested in management of framework component library. A model for component management
requires a mechanism share basic common concepts including a basic meta-model of object development of
methods and a basic approach to verification and validation component. We have referred component model of
Andy Carmichael® for defining component management model. Object development methods should support a
strong concept of components and building form components. Multiple tools dealing with different aspects of the
same components need to share a view of the component architecture: how components are name, related and
controlled.

There are 2 important aspects in this architecture. First, components may depend on each other, which is shown
by the recursive association. A component depends on some number of other components and may be depended on
by some number of other components. Second, a component needs a unique key as well as its user-given name®.

All components are changed independently but all are dependent. The dependencies of a component vary from
version to version and change to a dependent component would ripple up the dependency of hierarchy. So a model
of component (Fig.2) is a solution of treating Key as a separate object linked to the Content of a component. The
Content of a component isidentified by exactly one key, but the key may be the identifier of one or many version of
the Content of the component. The user-given Name of the component may change but not the Key. Different Key
means different component.

Content

Hame
ViErsionkKey
YersionHame
Content

Fig.2 Key and content for component

We are also interested in the quality of component for framework and it needs for us to define a meta-model
that manages quality information of components. The quality of a component can only be assessed in its context and
it can be achieved by examining referenced components and component itself. If the referenced components can
have many versions, there have to be configuration information of these components. So we adopt an explicit set of
versions (Contents) of the referenced components. Figure 3 shows an extended model of Fig.2.
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Fig.3 Component management model

3 Designing Framework with Component Management M odel

3.1 Web collaboration framewor k

Web collaboration system enables to communicate each other with chatting, BBS, whiteboard, etc. through
web browser. We select Java as target language of framework for platform independent characteristics. The
framework provides the base of web service programs and links new applets to web page. We analyze web service
domain and application with “3 examples’ design pattern that is suggested by Ralph E. Johnson®. During analysis
process, common aspects of target applications are found and domain knowledge like environment is found. Static
model of these things is made in next step “elicitation of common requirement and analysis”.

We limit the number of target applications. So our first framework covers only chatting, BBS, whiteboard and
Q&A system. If other applications in web collaboration system are required, framework will be extended for that
during extension process. Objects and their relationships found during the process will be a base of software
architecture in framework. Software architecture provides abstract design and abstract implementation of target
application and mechanism defining the collaboration of objects. Software architecture is defined during follow
process. objects elicitation, defining role of objects and defining collaboration between objects specially for
building common architecture of domain.
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Fig.4 Architecture of Web collaboration framework

Web collaboration framework composed of 3 sub-systems: application framework, Ul framework and
connector. Application framework is a main engine of framework provides component library and generating
system. Generating system generates code for white-box reuse and interface for black-box reuse. Generating system
also provides framework knowledge to user with class diagram generator showing objects and collaboration of
object and design pattern. Framework users can get the design information of software architecture and the role of
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object, which makes them easily use the framework. Ul framework enables applets built with application framework
automatically attached to Web page. Connector links application framework and Ul framework each other.

3.2 Adopting component management model

Figure 5 shows the structure of Web collaboration
framework. We categorize components into two L 2 AN .|'.".'-..H. )
different class hierarchies on reuse factor. — el Il
Base classes are the template classes of each system _5
and they give the common structure and the control
function of the application. We have collected ; ;
information about analysis and abstracted, designed a sy by :"E‘ ; u [y 2
common structure of the application in target domain. fat
Framework user can reuse analysis and design sl
information of target domain while they reuse the base e SRS & -
classes of the framework. We divide base classes into w
domain classes, which are for specific domain :::I — L Hor
application, and non-domain classes, which are common anki .
to all application in Web collaboration system. Hot spot M'::: .o - ‘..-1| y i
classes will be placed in hotspot where modification e
takes place in base classes. There are many prefabricated e
hotspot classes in framework component library and Fig.5 Structure of framework component library

framework user can select one of these on his wishes. If

there’'s no class he wants, he can implement new class fitting to hotspot. There are very complex relationships
between components of framework and it is difficult to understand and maintain these relationships with
non-strategic technique. Component model can be a solution of this problem.
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Fig.6 Framework component library Fig.7 Key object of BBS client system

Every component in framework library has a Key that identifies itself and many Contents contain the context
of components. Context means all design information including connection relationship with other components.
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Hotspot components of Fig.6 diagram have the same relationship between Key, Content and Configuration. An
aggregation relationship the parts (Version and Configuration) depend on the wholes (Component and Version
respectively). Template components have just one Content because they will not be changed until framework may
be extended and it means that version of template componentsis not changed. And key of template components may
have many “depends_on” relationship with Content of other components due to template components can have
several connection with other template components and hotspot components. This mechanism describes the
relationship of components in framework component library well.

Figure 7 shows the components and their relationship in BBS system that is a sub-system of Web collaboration
framework using component management model.

4 Conclusion

We design web collaboration framework using component management model to maintain the structure of
framework and to manage components in framework component library. We experience that it is very complex and
difficult to manage dynamically evolving framework in constructing our first framework. We expect component
management model to be a solution of this problem. Component management model gives the Key, Content,
Configuration information of components in framework that show connected components, context of components
and version of components respectively. We also categorize al components into base class that is a template of
application and hotspot class that can be extended to user’s need. Component management model based design is
expected to increase the usability of framework. It is visual supporting tools that make a framework easily used and
component management model will effect to implementation of visual supporting tools like component browsing
tool, component configuration tool and hotspot tools that are implemented in our first framework construction. We
compare class library, object-oriented framework, and component management model in Table 1.

Tablel Comparison between related works (class library, object-oriented framework)
and component management model

Classlibrary 0O-O Framework Component management model
- ' ) By overriding or composition By component composition in
Extensibility Using Inheritance through hot spot hot spot

Understand class library Understand hot spot or existed

Usability and parent class Understand hot Spot component composition
Development cost Inexpensive Expensive Expensive
quer productivity Higher productivity Higher productivity
Productivity (difficult to understand (good extensibility and usability) (advantages of framework and
class library) component)
Browsing Class browsing Object browsing Component browsing
Version management Difficult to manage object Difficult to manage object Manage to component

In the future study, we will reconstruct web collaboration framework with this design and implement visual
supporting tools to reflect architecture of the reconstructed framework. And we have not verified component
management model and it has to be worked also. We expect the verification of component management model will
improve the quality of the framework.
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